**Java 8 New Features**

Java 8 or JDK 1.8 is the most significant expansion of the Java language yet. Java 8’s new features such as Lambda Expressions, Stream APIs, Nashorn, Compact Profiles, new Time APIs increase the expressive power of the platform and make it easier for developers to take advantage of modern, multicore processors. This article gives an overview of the new features in Java 8 with links to in-depth tutorials for the most important of them.

**New Features in Java 8**

1. [**Lambda Expressions**](https://www.javabrahman.com/java-8/lambda-expressions-java-8-explained-examples/) enable you to treat functionality as a method argument, or code as data. Lambda expressions let you express instances of single-method interfaces (referred to as [**Functional Interfaces**](https://www.javabrahman.com/java-8/functional-interfaces-java-8/)) more compactly.
2. [**Method references**](https://www.javabrahman.com/java-8/java-8-method-references-tutorial-examples/) provide easy-to-read lambda expressions for methods that already have a name. [**Constructor References**](https://www.javabrahman.com/java-8/constructor-references-java-8-simplified-tutorial/) are the equivalent forms of representation for constructors.
3. [**Default methods**](https://www.javabrahman.com/java-8/default-methods-in-java-8-with-examples/) enable new functionality to be added to the interfaces of libraries and ensure binary compatibility with code written for older versions of those interfaces.
4. With default methods in Java 8, [**multiple inheritance of behavior**](https://www.javabrahman.com/java-8/java-8-multiple-inheritance-of-behavior-from-interfaces-using-default-methods/) is now possible in Java, and it is important to understand the [**conflict resolution rules**](https://www.javabrahman.com/java-8/java-8-multiple-inheritance-conflict-resolution-rules-and-diamond-problem/) which resolve *Diamond Problem* and other conflict scenarios.
5. Java 8’s **new package** [**java.util.function**](https://www.javabrahman.com/java-8/java-8-java-util-function-package-tutorial/) provides many useful functional interfaces for the most common scenarios. The 4 most important functional interface among them are – [**Predicate**](https://www.javabrahman.com/java-8/java-8-java-util-function-predicate-tutorial-with-examples/), [**Consumer**](https://www.javabrahman.com/java-8/java-8-java-util-function-consumer-tutorial-with-examples/), [**Function**](https://www.javabrahman.com/java-8/java-8-java-util-function-function-tutorial-with-examples/) and [**Supplier**](https://www.javabrahman.com/java-8/java-8-java-util-function-supplier-tutorial-with-examples/).
6. [**Repeating Annotations**](https://www.javabrahman.com/java-8/java-8-repeating-annotations-tutorial/) provide the ability to apply the same annotation type more than once to the same declaration or type use.
7. New **java.util.stream** package provides a new [**Streams API**](https://www.javabrahman.com/java-8/java-8-streams-api-tutorial-with-examples/) to support functional-style operations on streams of elements. The Stream API is integrated into the Collections API.
8. Java 8’s [**new Collector interface**](https://www.javabrahman.com/java-8/java-8-java-util-stream-collector-basics-tutorial-with-examples/) and its multiple predefined implementations provide an efficient way to terminate the Stream operations and collect the result in a collection.
9. **A**[**new Date-Time package**](https://www.javabrahman.com/java-8/overview-of-java-8-new-date-time-api-java-time-package-tutorial/)**– java.time** – with a new comprehensive set of date and time utilities.
10. Java 8’s **new enhanced methods in Collections API** are covered in a series of 4 tutorials – [**Iterable.forEach() & Iterator.remove()**](https://www.javabrahman.com/java-8/java-8-iterable-foreach-iterator-remove-methods-tutorial-with-examples/),  [**Collection.removeIf()**](https://www.javabrahman.com/java-8/java-8-collection-removeif-method-tutorial-with-examples/),  [**List.sort() & List.replaceAll()**](https://www.javabrahman.com/java-8/new-features-in-java-8/www.javabrahman.com/java-8/java-8-list-sort-list-replaceall-methods-tutorial-with-examples/),  and new [**multi-value map**](https://www.javabrahman.com/java-8/java-8-maps-computeifabsent-computeifpresent-getordefault-methods-tutorial-with-examples/) methods.
11. Java 8 has introduced [**new internal iterators**](https://www.javabrahman.com/java-8/java-8-internal-iterators-vs-external-iterators/) based on declarative functional programming style.
12. Comparator interface has undergone a major upgrade in Java 8 with new methods leveraging Java 8’s functional programming features, comparator chaining, in-built null handling, and many more such features. [**Java 8 Comparator tutorial**](https://www.javabrahman.com/java-8/the-complete-java-8-comparator-tutorial-with-examples/) covers these new features in depth.
13. **Nashorn Javascript Engine enhanced** to provide a version of javascript which would run within the JVM
14. **Standard Encoding and Decoding Base64**,**Parallel Array Sorting** and **Unsigned Arithematic Support**.
15. **JDBC 4.2** with new features and notably the JDBC-ODBC bridge has been removed.
16. **Concurrency related important changes** which include –
    * Changes to ConcurrentHashMap to support aggregate operations based on the newly added streams facility and lambda expression.
    * Addition of classes to the java.util.concurrent.atomic package to support scalable updatable variables.
    * Support for a common pool in ForkJoinPool.
    * New **StampedLock** class to to provide a capability-based lock with three modes for controlling read/write access
17. **Type Annotations** provide the ability to apply an annotation anywhere a type is used, not just on a declaration. Used with a pluggable type system, this feature enables improved type checking of your code.
18. **Improved Type Inference** and **Method Parameter Reflection**.
19. **Compact Profiles** contain predefined subsets of the Java SE platform and enable applications that do not require the entire Platform to be deployed and run on small devices.
20. **Improved internationalization** including support for Unicode 6.2.0, new Calendar and Locale APIs, Adoption of Unicode CLDR Data and the java.locale.providers System Property and Ability to Install a Custom Resource Bundle as an Extension.
21. In case you are interesting in knowing about the **best books on Java 8** then you can read the [**Reviews of 5 Best Books on Java 8**](https://www.javabrahman.com/reviews/5-best-books-learning-java-8-reviewed/).

**Functional Interfaces in Java 8 Explained**

**Overview** – In this tutorial we will be looking at one of the most fundamental features of functional aspects of Java 8 – functional interfaces. We will start by looking at the definition of functional interfaces and the primary purpose for which they have been added to Java 8. This will be followed by understanding the new **@FunctionalInterface** annotation introduced in Java 8 and see an example explaining the definition of a custom functional interface. Lastly, we will look at examples showing the 3 types of functional interfaces which are available at the disposal of a programmer in Java 8.

**What is a Functional Interface**

A functional interface, introduced in Java 8, is an interface which has only a single abstract method. Conversely, if you have *any* interface which has only a single abstract method, then that will effectively be a functional interface. This interface can then be used anywhere where a functional interface is eligible to be used.

**The primary purpose served by Functional Interfaces**

One of the most important uses of Functional Interfaces is that implementations of their abstract method can be passed around as [lambda expressions](https://www.javabrahman.com/java-8/lambda-expressions-java-8-explained-examples/). By virtue of their ability to pass around functionality(i.e. behavior), **functional interfaces primarily enable *behavior parameterization*.**

**@FunctionalInterface(*java.lang.FunctionalInterface*) annotation**

**@FunctionalInterface** annotation can be used to explicitely specify that a given interface is to be treated as a functional interface. Then the compiler would check and give a compile-time error in case the annotated interface does not satisfy the basic condition of qualifying as a functional interface(that of having a single abstract method).

Please note that **@FunctionalInterface** is an ***informative annotation***, i.e. it is not mandatory to use this annotation for classifying the given interface as a valid functional interface. *Rather*, if one uses this annotation, then the compiler ensures that the interface is not inadvertently changed in such a way that it no longer remains a functional interface

**Example of using the @FunctionalInterface tag**

The code below shows the same **CustomFunctionalInterface** defined above with just the **@FunctionalInterface** annotation added on top of it to demonstrate the use of the annotation –

**Java 8 code showing usage of @FunctionalInterface tag**

|  |
| --- |
| package com.javabrahman.java8;  @FunctionalInterface  public interface CustomFunctionalInterface {      //Single abstract method    public void firstMethod();    } |

**Examples of functional interfaces**

Lets see some examples of functional interfaces to understand them better. I have split the examples into 3 types –

1. **Custom Or User defined Functional Interfaces** – These are **interfaces defined by the user** and have a single abstract method. These may/may not be annotated by **@FunctionalInterface**. Let us see the code for a user-defined functional interface named **CustomFunctionalInterface** below –

**Example of custom Or user-defined Functional Interfaces**

|  |
| --- |
| package com.javabrahman.java8;  public interface CustomFunctionalInterface {      //This is the only abstract method.Hence, this    //interface qualifies as a Functional Interface    public void firstMethod();    } |

1. **Pre-existing functional interfaces in Java prior to Java 8** – These are interfaces which already exist in Java Language Specification and have a single abstract method. Eg. **java.lang.Runnable**, **java.lang.Callable<V>**. Let use see the code used for defining these pre-existing functional interfaces.

**Example of pre-existing functional interfaces in Java**

|  |
| --- |
| //java.lang.Runnable  @FunctionalInterface  public interface Runnable {      public abstract void run();  }  //java.lang.Callable<V>  @FunctionalInterface  public interface Callable<V> {      V call() throws Exception;  } |

1. **Newly defined functional interfaces in Java 8 in java.util.function package** – These are pre-defined Functional Interfaces introduced in Java 8. They are defined with generic types and are re-usable for specific use cases. One such Functional Interface is the **Predicate<T>** interface which is defined as follows –

**Example of new pre-defined functional interfaces in Java 8**

|  |
| --- |
| //java.util.function.Predicate<T>  @FunctionalInterface  public interface Predicate<T> {      boolean test(T t);  } |

**Conclusion**  
In this tutorial we understood functional interfaces, their primary purpose, learnt the new **@FunctionalInterface** annotation introduced in Java 8 and then finally saw examples of various types of functional interfaces available in Java 8.

**Java 8 Lambda Expressions Tutorial with Examples**

Lambda Expressions are Java’s answer to the functional programming concept of closures. *Well… almost!!*Lets deep dive into the concept of lambda expressions now starting with the definition of lambdas. This will be followed by understanding the structure of lambda expressions and their ‘relationship’ with their counterpart functional interfaces. We will then take a look at an example showing how lambdas are used to pass different behaviors as parameters.

**What are Lambda Expressions**

A Lambda Expression ( or just a ***lambda*** for brevity) is a representation of an anonymous function which can be passed around as a parameter thus achieving behavior parameterization. A lambda consists of a list of parameters, a body, a return type and a list of exceptions which can be thrown. I.e. it is very much a function, just anonymous.

An instance of a lambda can be assigned to any [functional interface](https://www.javabrahman.com/java-8/functional-interfaces-java-8/) whose single abstract method’s definition matches the definition of the lambda. In fact, a lambda is a less verbose way of defining an instance of an interface provided the interface is functional. Since, the definition of a lambda can match the definition of multiple functional interfaces, hence, a lambda instance can be assigned to any of these matching interfaces.

**Understanding Lambda Expressions**

Let us now take a look at an example of a lambda expression. To understand the usage of lambda expressions from the ground up, we will first have to first define a functional interface.

**Defining a functional interface for which lambda will be created**

|  |
| --- |
| package com.javabrahman.java8;  @FunctionalInterface  public interface FirstInterface {   //the abstract method   public void singleMethod(String param);  } |

**Lambda equivalent for the above functional interface would look like** –

(String param)->{System.out.println("My lambda says "+param);};

**Important points to understand regarding the lambda expression defined above-**

1. The element to the left of the arrow(**->**) are the parameters of the lambda. In this case the input parameter is defined as- **String param**.
2. To the right of the arrow(**->**) we have the body of the lambda. Body is where the actual processing within a lambda happens. I.e. the logic of the lambda goes here. The above lambda has a simple logic. It prints the param passed to it appended to a general string value and does not return anything, i.e. *return type is void*(more on returning values later).
3. Parameter – **String param**, and return type – **void**, both closely match the signature of **singleMethod()**in **FirstInterface** defined above. This matching of signatures allows us to assign an instance of the lambda defined above to an instance of the interface FirstInterface as shown below –

FirstInterface instance = (String param) -> {System.out.println("My lambda says "+ param);};

We can now pass this **instance** as a parameter wherever **FirstInterface** is expected.

**Understanding Lambda return types**

Lambda syntax contains 2 variants of return types. This types are based on the contents in lambda following the arrow(->) sign –

**Variant 1.(parameters) -> expression**– In this variant the return type of the lambda expression will be same as the resultant type of the expression

**Variant 2.(parameters) -> {statements;}** – In this variant, there will be no return type(or *void* return type) unless the statements inside the curly braces explicitly return something at the end. In that case the return type will be same as the type of the variable returned.

**Lambda Expressions in Practice**

Having covered the basics of lambda, its now time for us to see how to use lambda expressions in a program.

Let us extend the above example to illustrate the usage of lambdas. We have already defined an instance of the above lambda as –

**FirstInterface instance=(String param)->{System.out.println("My lambda says "+param);};**

Lets say there is a class **FirstInterfacePrinter** which uses an instance of type **FirstInstance** to print a value. The **FirstInterfacePrinter** class is defined as follows –

**FirstInterfacePrinter.java**

|  |
| --- |
| package com.javabrahman.java8;  public class FirstInterfacePrinter {     public void print(FirstInterface firstInterface){    firstInterface.singleMethod("apple");   }     public static void main(String args[]){    FirstInterfacePrinter printer=new FirstInterfacePrinter();    <span class="jb-highlight-lightblue">printer.print((String param) -> {System.out.println("My lambda says "+ param);});</span>   }  } |

**OUTPUT of the above code**

My lambda says apple

Now lets change the printing behavior a bit. Lets say now we want to print a little differently with the following definition of the lambda expression-  
**FirstInterface secondInstance=(String param)->{System.out.println("My lambda's parameter value is "+ param);};**

The main method of FirstInterfacePrinter now looks like this –

**FirstInterfacePrinter's main() method**

|  |
| --- |
| public static void main(String args[]){   FirstInterfacePrinter printer=new FirstInterfacePrinter();   printer.print((String param) -> {System.out.println("My lambda's parameter value is "+ param);});  } |

**OUTPUT of the above code**

My lambda’s parameter value is apple

As you can see the print function of **FirstInterfacePrinter** printed differently based on the lambda passed to it. In other words, using lambda expressions we could create 2 different and anonymous implementations of **FirstInterface** by simply defining the logic as a lambda.

**Lambdas and Behavior Parameterization**

If you observe closely, behavior of printing was passed as a part of the lambda expression to the print function. This is an example of behavior parameterization – passing of behavior as a parameter. In fact, lambdas are the main instruments of enabling behavior parameterization in Java 8.

**Summary**  
In this fundamental tutorial on lambda expressions in Java 8 we understood the definition, structure, and usage of lambda expressions. We also understood how lambdas help us in achieving behavior parameterization.

**Java 8 Function Descriptors Explained**

**Definition** – In Java 8 a Function Descriptor is a term used to describe the signature of the abstract method of a [Functional Interface](https://www.javabrahman.com/java-8/functional-interfaces-java-8/). The signature of the abstract method of a Functional Interface is syntactically the same as the signature of the [Lambda Expression](https://www.javabrahman.com/java-8/lambda-expressions-java-8-explained-examples/). Hence, a Function Descriptor also describes the signature of a lambda.

**Examples of function descriptors**

To illustrate let us see a few examples of function descriptors –

**Example 1**: Lets say we have a functional interface named FirstInterface. It’s described as below –

**Example 1 - FirstInterface.java**

|  |
| --- |
| package com.javabrahman.java8;  @FunctionalInterface  public interface FirstInterface {    //Single abstract method    public void singleMethod(String param);  } |

For the above interface, named FirstInterface, **the signature of the abstract method OR the function descriptor is (String) -> void**

**Example 2**: Functional Interface SecondInterface.java has a slight variation of the abstract method –

**Example 2 - SecondInterface.java**

|  |
| --- |
| package com.javabrahman.java8;  @FunctionalInterface  public interface SecondInterface {    //Single abstract method    public long computeSum(int num1, int num2);  } |

**For SecondInterface the function descriptor is (int,int) -> long**

**Example 3**: Java’s in-built java.lang.Runnable interface has a single *public void run()* method. **The function descriptor for Runnable interface will be () -> void**

**Example 4**: Lets see an example of a generic type based in-built functional interface named Function<T, R> introduced in Java 8 –

**Example 4 - In-built java.util.function.Function<T, R>**

|  |
| --- |
| @FunctionalInterface  public interface Function<T, R> {      /\*\*       \* Applies this function to the given argument.       \* @param t the function argument       \* @return the function result of type R       \*/      R apply(T t); |

**The function descriptor for Function<T, R> will be T -> R**

**Java 8 Method References Tutorial with Examples**

This tutorial explains the concept of Method References introduced in Java 8. It first defines method references and explains its syntax. Next it looks at the 3 types of method references and explains each of them with code examples.

**Definition:** A method reference is a simplified form (or short-hand) of a [lambda expression](https://www.javabrahman.com/java-8/lambda-expressions-java-8-explained-examples/). It specifies the class name or the instance name followed by the method name. Instead of writing the lambda expression with all the details such as parameter and return type, a method reference lets you create a lambda expression from an existing method implementation.

**Method Reference Syntax**: **<class or instance name>::<methodName>**

**Method Reference Example**

**Integer::parseInt** is a method reference with the following charecteristics –

* It is equivalent to the lambda –

**(String str, Integer integer)->Integer.parseInt(str)**

* It can can be assigned to a [functional interface](https://www.javabrahman.com/java-8/functional-interfaces-java-8/) **Function<T ,R>** like this –

**Function<String,integer> intParser=Integer::parseInt**

* Above assignment is equivalent to the assignment of lambda expression of **parseInt()** –  
    **Function<String,Integer> intParser =**

**(String str,Integer integer)->Integer.parseInt(str)**

Thus, instead of the longer lambda expression, just its concise method reference can be assigned to a functional interface instance.

**Types of Method References**

**Type 1: Reference to a static method** – If we intend to use a static method of a class then instead of writing the lengthier lambda expresion we can just refer to the method via method references.

**Lambda Syntax**: **(arguments) -> <ClassName>.<staticMethodName>(arguments);**

**Equivalent Method Reference**: **<ClassName> :: <staticMethodName>**

Let us now see an example showing the usage of method reference for a static method –

**Example 1: Reference to a static method**

**package com.javabrahman.java8;**

**import java.util.Arrays;**

**import java.util.List;**

**import java.util.function.BiPredicate;**

**import java.util.function.Consumer;**

**import java.util.function.Function;**

**public class MethodReferenceExample {**

**public static void main(String args[]){**

**Function<String, Double> doubleConvertor=Double::parseDouble;**

**Function<String, Double> doubleConvertorLambda=(String s) -> Double.parseDouble(s);**

**System.out.println("double value using method reference - "+ doubleConvertor.apply("0.254"));**

**System.out.println("double value using Lambda - "+ doubleConvertorLambda.apply("0.254")); }**

**}**

**}**

**OUTPUT of the above code**

double value using method reference – 0.254  
double value using Lambda – 0.254

**Explanation of the output**

The lambda and method reference worked the same and printed the same double value for the same input passed.

**Type 2: Reference to an instance method of a particular object** –

**Lambda Syntax**: **(param, rest of params)-> (param).<instanceMethodName>(rest of params)**

**Equivalent Method Reference**: **<ClassName> :: <staticMethodName>**

*Note*: **<ClassName>** in method reference is the class of parameter named **param**.  
**Code Example**:*(Skeleton code being the same Type 1 – only giving the delta code below)*

**Example 2:Reference to an instance method of an object**

**Consumer<String> stringPrinter=System.out::println;**

**Consumer<String> stringPrinterLambda=(String s) -> System.out.println(s);**

**stringPrinter.accept("Print from method reference based instance");**

**stringPrinterLambda.accept("Print from instance created from Lambda");**

**OUTPUT of the above code**

Print from method reference based instance  
Print from instance created from Lambda

**Explanation of the output**

The lambda and method reference worked the same and printed the string value passed to them.

**Type 3: Reference to an instance method of an arbitrary object of a particular type**– Here the method reference used is of an instance method of an existing object.

**Lambda Syntax**: **(arguments) -> <expression>.<instanceMethodName>(arguments)**

**Equivalent Method Reference**: **<expression> :: <instanceMethodName>**

**Code Example***(Skeleton code being the same Type 1 – only giving the delta code below)*

**Example 3:Reference to an instance method of an arbitrary object of a particular type**

**List<Integer> intList=Arrays.asList(1,2,3,4);**

**BiPredicate<List>Integer>,Integer> isPartOf=List::contains;**

**BiPredicate<List<Integer>,Integer> isPartOfLambda=(List<Integer> listInt, Integer value) ->**

**listInt.contains(value);**

**System.out.println("Is 1 a part of the intList - "+ isPartOf.test(intList, 1));**

**System.out.println("Is 1 a part of the intList - "+ isPartOfLambda.test(intList, 1));**

**OUTPUT of the above code**

Is 1 a part of the intList – true

Is 1 a part of the intList – true

**Explanation of the output**

The lambda and method reference worked the same and printed the same boolean value ‘true’ for the same input passed.

Note – **There is a 4th type of specialized method reference called Constructor Reference**. I have written a separate article explaining [Constructor References](https://www.javabrahman.com/java-8/constructor-references-java-8-simplified-tutorial/).

**Summary**  
The above tutorial explained java 8 method references including their definition, syntax and the 3 types of method references with detailed code examples.

**Constructor References Java 8 Simplified Tutorial with examples**

This tutorial explains the new Java 8 feature known as constructor reference. It starts off with explaining what is a constructor reference by showing its structure and an example. Next, the tutorial shows an example scenario where constructor references can be applied for instantiating objects from an object factory.  
(*Note* – If you are new to the concept of method references then I would recommend that first refer the [method references tutorial](https://www.javabrahman.com/java-8/java-8-method-references-tutorial-examples/).)

**What are Constructor References:** Constructor Introduced in Java 8, constructor references are specialized form of method references which refer to the constructors of a class. Constructor References can be created using the **Class Name** and the keyword **new** with the following syntax –

**Syntax of Constructor References**: **<ClassName>::new**

**Constructor Reference Example:** If you want reference to the constructor of wrapper class **Integer**, then you can write something like this –

**Supplier<Integer> integerSupplier = Integer::new**

**Example usage of Constructor References in code**

**STEP 1** – Let us define an **Employee** class with a constructor having 2 parameters as shown below –

**Employee.java**

**public class Employee{**

**String name;**

**Integer age;**

**//Contructor of employee**

**public Employee(String name, Integer age){**

**this.name=name;**

**this.age=age;**

**}**

**}**

**STEP 2**– Now lets create a factory interface for employees

called **EmployeeFactory**. **getEmployee()** method of **EmployeeFactory** will return an employee instance as per the normal design of [factory pattern](https://www.javabrahman.com/design-patterns/factory-method-design-pattern-in-java/).

**Interface EmployeeFactory.java**

**public Interface EmployeeFactory{**

**public abstract Employee getEmployee(String name, Integer age);**

**}**

*Note*– Since **EmployeeFactory** interface has a single abstract method hence it is a [Functional Interface](https://www.javabrahman.com/java-8/functional-interfaces-java-8/).

**STEP 3** – The client side code to invoke **EmployeeFactory** to create **Employee** instances would be as follows –

**Client-side code for invoking Factory interface**

**EmployeeFactory empFactory=Employee::new;**

**Employee emp= empFactory.getEmployee("John Hammond", 25);**

**Explanation of the code**

* The Constructor Reference of **Employee**is assigned to an instance of **EmployeeFactory**called **empFactory**. This is possible because the [function descriptor](https://www.javabrahman.com/java-8/function-descriptors-java-8-explained/) of **Employee**constructor is same as that of the abstract method of the Functional Interface **EmployeeFactory**i.e.

**(String, Integer) ->Employee.**

* Then the **getEmployee**method of **empFactory**is called with John’s name and age which internally calls the constructor of **Employee**and a new **Employee**instance **emp**is created.

**Summary**: In the above tutorial we understood constructor references by first understanding their definition/structure. Next we saw examples for defining a constructor reference for actual usage and then saw an example practical scenario where constructor references can be used.

**Java 8 java.util.function package tutorial**

**Introduction**: This tutorial explains the newly introduced package in Java 8 *java.util.function*. It first explains the purpose of this package, followed by the contexts in which the functional interfaces defined in this package can be used and finally gives an overview of the most important functional interfaces that this package contains.

*Note – Before reading this tutorial it is important that the reader understands the concepts of functional interfaces(*[*tutorial here*](https://www.javabrahman.com/java-8/functional-interfaces-java-8/)*) and lambda expressions(*[*tutorial here*](https://www.javabrahman.com/java-8/lambda-expressions-java-8-explained-examples/)*).*

**Purpose of java.util.function package**: For common use cases where a lambda expression or a [method reference](https://www.javabrahman.com/java-8/java-8-method-references-tutorial-examples/) is needed, these are generally assigned to a *target type* of a Functional Interface which has its [function descriptor](https://www.javabrahman.com/java-8/function-descriptors-java-8-explained/)( abstract method’s signature in terms of parameter & return types) which should match the signature of the lambda expression.

**java.util.function package provides a set of re-usable common functional interfaces( and their corresponding lambda) definitions which can be used by the programmer in his code instead of creating brand new functional interfaces.**

For example, when we need to check for a condition and return a boolean value the function descriptor would be **(T)->boolean** where **T** is the parameter to the abstract method/lambda and **boolean** is the return value. Now, wherever we need to use a lambda with the **(T)->boolean** descriptor, we can use the in-built **java.util.function.Predicate<T>** functional interface because the descriptor for **Predicate<T>**’s function is also **(T)->boolean**. Then in our code we can write a method which accepts this functional interface like this –

**public void doSomething(Object someObject,Predicate<T> predicateInstance){**

**//doSomething method's code goes here**

**}**

Where –

* **doSomething()** method uses the instance of **Predicate<T>** for some calculations on **someObject**.
* This **someObject** will be a variable or a collection of type T so that this **predicateInstance**which is also of type T can be applied to **someObject**. By applied I mean that some attribute of T can be tested and a boolean value returned as per the descriptor – **(T)->boolean**.

And on the calling side the method **doSomething()** will be called like this –

**doSomething(someObjectInstance, Integer i-> i>10)**

Where –

* The first parameter is of type **someObject**
* Second parameter is a lambda expression
* The lambda of second parameter has the same *function descriptor* as that of the **Predicate<T>** functional interface and hence can be passed as the second parameter

In the above example, a functional interface called **Predicate<T>**, which is in-built in **java.util.function**package, has been used by passing a lambda expression(**Integer i-> i >10**) which matches the function descriptor of the **Predicate<T>** interface. Similarly, method references, whose method signature matches a specific functional interface’s function descriptor, can also be passed wherever expected target type is of that specific functional interface.

Like the above scenario where a functional interface with descriptor ‘**(T)->boolean**’ was expected, there are various other *standard* functional interface definitions required by programmers in their day-to-day coding, apart from their usage in java libraries. For all such common functional interface requirements Java has provided a set of commonly used functional interfaces through **java.util.function** package.

To sum up this section – **java.util.function** package provides standard library-based functional interface for common requirements as an alternative to creating brand new functional interfaces every time one is needed.

Contexts in which Functional Interfaces can be assigned/used: There are 3 ways\contexts in which functional interfaces are used as target types in code

* **Assignment context** – This refers to cases where a lambda/method reference is assigned to the functional interface **Predicate<T>**’s instance –

**Predicate predicateToTest=(Integer integer -> integer > 10);**

* **Method invocation context** – This is when a lambda/method reference is passed to a method parameter which accepts the equivalent functional interface’s instance –

**stream.filter(String::isEmpty)**

* **Cast context** – where a lambda/method reference of one type is explicitly typecast to a functional interface of another type –

**stream.map((ToIntFunction) e -> e.getSize())**

**4 fundamental and most commonly used functional interfaces**.

*Note – Each Functional Interface name in the table below links to individual tutorial for that interface.*

| **Functional Interface** | **Purpose** |
| --- | --- |
| [Consumer<T>](https://www.javabrahman.com/java-8/java-8-java-util-function-consumer-tutorial-with-examples/) | Represents an operation that accepts a single input argument and returns no result. |
| [Function <T, R>](https://www.javabrahman.com/java-8/java-8-java-util-function-function-tutorial-with-examples/) | Represents a function that accepts one argument and produces a result. |
| [Predicate<T>](https://www.javabrahman.com/java-8/java-8-java-util-function-predicate-tutorial-with-examples/) | Represents a predicate (boolean-valued function) of one argument. |
| [Supplier<T>](https://www.javabrahman.com/java-8/java-8-java-util-function-supplier-tutorial-with-examples/) | Represents a supplier of results. |

**Java 8 java.util.function.Predicate tutorial with examples**

This tutorial explains the functional interface Predicate which has been newly introduced in the java.util.function package. It describes Predicate’s usage with the help of multiple examples.

**What is java.util.function.Predicate** – Predicate is a new [functional interface](https://www.javabrahman.com/java-8/functional-interfaces-java-8/) defined in java.util.function package which can be used in all the contexts where an object needs to be evaluated for a given test condition and a boolean value needs to be returned based on whether the condition was successfully met or not.  
Since Predicate is a functional interface, hence it can be used as the assignment target for a [lambda expression](https://www.javabrahman.com/java-8/lambda-expressions-java-8-explained-examples/)or a [method reference](https://www.javabrahman.com/java-8/java-8-method-references-tutorial-examples/).

**Advantage of predefined java.util.function.Predicate** – Wherever an object needs to be evaluated and a boolean value needs to be returned( or a boolean-valued Predicate exists – *in mathematical terms*) the Predicate functional interface can be used. The user need not define his/her own predicate-type functional interface.

**java.util.function.Predicate source**

**java.util.function.Predicate source code**

|  |
| --- |
| package java.util.function;  import java.util.Objects;  @FunctionalInterface  public interface Predicate<T> {   boolean test(T t);  //rest of the code goes here  } |

Where –

* **boolean test(T t)** is the abstract method which will define the signature of the lambda expression/method reference which can be assigned to a target of type **Predicate**.
* T is the type of input to the predicate
* **boolean test(T t)** returns true if the input argument matches the predicate(the test condition), otherwise returns false
* There are 3 default methods & 1 static method in Predicate which I will explain in below sections of this tutorial.

**Example of using Predicate for a boolean condition check** –

**Code showing Predicate being used for a boolean condition check**

|  |
| --- |
| import java.util.ArrayList;  import java.util.Arrays;  import java.util.List;  import java.util.function.Predicate;  public class PredicateFunctionExample{   public static void main(String args[]){    Predicate<Integer> positive = i -> i > 0;    List<Integer> integerList = Arrays.asList(                        new Integer(1),new Integer(10),                        new Integer(200),new Integer(101),                        new Integer(-10),new Integer(0));    List<Integer> filteredList = filterList(integerList, positive);    filteredList.forEach(System.out::println);   }   public static List<Integer> filterList(List<Integer> listOfIntegers, Predicate<Integer> predicate){    List<Integer> filteredList = new ArrayList<Integer>();    for(Integer integer:listOfIntegers){     if(predicate.test(integer)){      filteredList.add(integer);     }    }    return filteredList;   }  } |

**OUTPUT of the above code**

1  10  200  101

**Explanation of the code and output**

* The static method **filterList()** takes two inputs –
  + A List of Integers which need to be filtered based on some *condition*
  + An instance of Predicate interface which is the condition for evaluation of each integer passed in the Integer list.
* The **filterList()** method loops through the whole IntegerList and whichever integer passes the condition *test* it is added to the resultant list called **filteredList**.
* The caller of **filterList()** gets a *filtered* list back which contains all the Integers which satisfy the *test condition* i.e. greater then zero or *positive*. This is exactly the output we saw above, i.e. **1 10 200 101**
* A lambda expression **i -> i > 0** assigned to an instance of type Predicate named *positive*.
* This predicate instance **positive** is then passed as the second argument of **filterList()** method
* The input **Integer** list can thus be filtered in a different way by writing a *new*lambda with a new test condition(such as less than zero, greater than 100 etc) and the **filterList()** method will apply the test condition to the input list passed. Thus, the test condition is passed as a parameter to the **filterList()**method using the **Predicate** interface

**Default methods in java.util.function.Predicate**: There a few default methods also provided in the Predicate functional interface which enable us to do various types of boolean operations such as and, or, not(negate) with different instances of Predicate. These default methods are –

| **Default Method Name** | **Explanation** |
| --- | --- |
| **and()** | It does logical AND of the predicate on which it is called with another predicate. Example: **predicate1.and(predicate2)** |
| **or()** | It does logical OR of the predicate on which it is called with another predicate. Example: **predicate1.or(predicate2)** |
| **negate()** | It does boolean negation of the predicate on which it is invoked. Example: **predicate1.negate()** |
| Where, **predicate1** & **predicate2** are instances of Predicate interface/lambda expression/method references | |

Lets say we have the same code as used above for the filterList() method. I.e. filterList will filter the input Integers List based on the *predicate*passed to it.  
What we are going to change is we will pass different predicates ANDed, ORed, Negated using the default methods and see the resultant output in the table below *(Note – I am assuming that all readers are aware of AND/ OR/ NOT operations in boolean logic)*

| **Predicate passed** | **Values in filteredList** | **Explanation** |
| --- | --- | --- |
| Lets say values in input IntegerList are – [-10, 0, 1, 20, 101, 200] | | |
| **(i->i>0).and(i->i>10)** | [20,101,200] | Conditions for i greater than 0 and i greater than 10 leaves us with 3 filtered values 20,100 & 200. |
| **(i->i>0).or(i->i>10)** | [1,20,101,200] | Either i is greater than 0 or i > 10 gives us 4 filtered values 1,20,101 & 200. |
| **(i->i>0).negate()** | [-10,0] | Negation of i greater than zero implies i is less than or equal to 0. This gives us 2 values -10 & 0 |

**Static method isEqual()** – Predicate interface also has a static method **isEqual()** which can be used to compare 2 instances of Predicate functional interface.

Its defined as – **static <T> Predicate<T> isEqual(Object targetRef)**

It returns a predicate that tests if two arguments are equal according to **Objects.equals(Object, Object)**.

**Summary** – We looked at what is java.util.function.Predicate functional interface, what is the advantage of having this interface, we looked at the source including the abstract method, then we looked at the default methods, saw examples of their usages and finally learned about the static method present in the Predicate Interface.

**Java 8 java.util.function.Consumer Tutorial with Examples**

Tutorial explains the in-built functional interface **Consumer<T>** introduced in Java 8. It uses examples to show how the **accept()** & **andThen()** methods of the Consumer interface are to be used.

**What is java.util.function.Consumer**

**Consumer<T>** is an in-built functional interface introduced in Java 8 in the **java.util.function** package. Consumer can be used in all contexts where an object needs to be consumed,i.e. taken as input, and some operation is to be performed on the object without returning any result. Common example of such an operation is *printing* where an object is taken as input to the printing function and the value of the object is printed( we will expand upon the printing example in more detail below when understanding how to use Consumer interface).

Since Consumer is a functional interface, hence it can be used as the assignment target for a lambda expression or a method reference.

In case you are new to functional programming then you might want to go through functional interfaces and lambda expressions tutorials before proceeding ahead – [functional interfaces tutorial](https://www.javabrahman.com/java-8/functional-interfaces-java-8/) , [lambda expressions tutorial](https://www.javabrahman.com/java-8/lambda-expressions-java-8-explained-examples/) .

**Function Descriptor of Consumer<T>**:Consumer’s Function Descriptor is **T -> ()**. This means an object of type T is input to the lambda with no return value. To understand Function Descriptors in details you can refer the [function descriptor tutorial](https://www.javabrahman.com/java-8/function-descriptors-java-8-explained/).

**Advantage of predefined java.util.function.Consumer**:In all scenarios where an object is to be taken as input and an operation performed on it, the in-built functional interface **Consumer<T>** can be used without the need to define a new functional interface every time.

**java.util.function.Consumer source code**

|  |
| --- |
| @FunctionalInterface  public interface Consumer<T> {      void accept(T t);      default Consumer<T> andThen(Consumer<? super T> after) {          Objects.requireNonNull(after);          return (T t) -> { accept(t); after.accept(t); };      }  } |

**Salient Points regarding Consumer<T>’s source code**:

* **Consumer**has been defined with the generic type **T** which is the same type which its **accept()** & **andThen()** methods take as input.
* **accept()** method is the primary abstract method of the Consumer functional interface. Its function descriptor being **T -> ()**. I.e. **accept()** method takes as input the type T and returns no value. I will explain usage of **accept()** with detailed example in the next section.
* All lambda definitions for Consumer must be written in accordance with accept method’s signature, and conversely all lambdas with the same signature as that of **accept()** are candidates for assignment to an instance of Consumer interface.
* **andThen()** is a [default method](https://www.javabrahman.com/java-8/default-methods-in-java-8-with-examples/) in Consumer interface. Method **andThen()**, when applied on a Consumer interface, takes as input another instance of Consumer interface and returns as a result a *new*consumer interface which represents *aggregation*of both of the operations defined in the two Consumer interfaces. I will explain the usage of **andThen()** with a detailed example in coming sections.

**Usage of accept() method of Consumer**:

To understand the **accept()** method lets take a look at the example below where I take a list of integers and print them using a method **printList()**. The **printList()** method takes 2 inputs- an instance of Consumer interface which contains the printing logic *and*the list which is to be printed. Lets have a look at the code now, post which I will explain in detail how this code works-

**Code showing usage of Consumer.accept() method**

|  |
| --- |
| package com.javabrahman.java8;  import java.util.ArrayList;  import java.util.Arrays;  import java.util.List;  import java.util.function.Consumer;  public class ConsumerFunctionExample{    public static void main(String args[]){      Consumer<Integer> consumer= i-> System.out.print(" "+i);      List<Integer> integerList=Arrays.asList(new Integer(1),                                new Integer(10), new Integer(200),                                new Integer(101), new Integer(-10),                                new Integer(0));      printList(integerList, consumer);   }   public static void printList(List<Integer> listOfIntegers, Consumer<Integer> consumer){    for(Integer integer:listOfIntegers){      consumer.accept(integer);    }   }  } |

**OUTPUT on executing the above code**

 1  10  200  101  -10  0

**Explanation of above example’s Code & Output**

* **ConsumerFunctionExample**is my class with 2 methods – **main()** & **printList()**.
* In **main()** method first an instance of Consumer<Integer> is defined(named **consumer**) using a [lambda expression](https://www.javabrahman.com/java-8/lambda-expressions-java-8-explained-examples/) which takes input as an object of type Integer and contains logic to print the value of that Integer.
* Next the **main()** method defines a new list of integers and passes it to the **printList()** method along with the consumer object defined earlier which contains the printing logic.
* The **printList()** method iterates through the list of integers and invokes the **accept()** method of the consumer object for every integer in the list.
* The **accept()** method which works as per the lambda definition assigned to the consumer interface, i.e. **i-> System.out.print(" "+i)** , prints out the value of each integer with a single space character prepended to it. Thus giving the output **1 10 200 101 -10 0** .

**Usage of default method andThen() of Consumer**

To understand the **andThen()** default method of Consumer interface, I have taken the same code as that used for example of **accept()** method above and changed it a bit to show **andThen()** works.

**Code showing usage of default method Consumer.andThen()**

|  |
| --- |
| //import statements are same as in previous example; hence skipped  public class ConsumerFunctionExample{   public static void main(String args[]){    Consumer<Integer> consumer= i-> System.out.print(" "+i);    Consumer<Integer> consumerWithAndThen = consumer.andThen( i-> System.out.print("(printed "+i+")"));    List<Integer> integerList=Arrays.asList(new Integer(1),                              new Integer(10), new Integer(200),                              new Integer(101), new Integer(-10),                              new Integer(0));    printList(integerList,consumerWithAndThen);   }   public static void printList(List<Integer> listOfIntegers, Consumer<Integer> consumer){    for(Integer integer:listOfIntegers){     consumer.accept(integer);    }   }  } |

**Output on executing the above code**

1(printed  1)  10(printed  10)  200(printed  200)  101(printed  101)  -10(printed  -10)  0(printed  0)

**Explanation of the code**

* A new instance of Consumer interface is defined which is assigned a value of the previous consumer interface(which prints just the space pepended integer) *aggregated*with the new lambda (which prints **(printed i)** where i is replaced by the value of the integer passed as input to the lambda).
* We thus have two Consumer Interface based operations aggregated – first one prints the integer value and the second one prints *(print i)* where i is the value of the integer passed.
* The consumer interface instance representing aggregated consumer operations is passed as parameter to the **printList()** method.
* The **printList()** method is still the same as previous example i.e. it simply calls the **accept()** method on the consumer interface passed to it while iterating through the list of integers passed to it.
* While in the previous example the consumer interface passed to it contained a single operation which simply printed the integer value prepended with a single space character; this time the consumer interface does two operations which have been aggregated together for each value – printing the integer value with space prepended and then printing the string (printed i) where is is the integer passed to it. The output of this example is thus –**1(printed  1)  10(printed  10)  200(printed  200)  101(printed  101)  -10(printed  -10)  0(printed  0)**

**Summary**  
In this tutorial we looked at what is the Consumer<T> in-built interface defined in Java 8 and what are its advantages. We then looked at how to use the Consumer interface using its **accept()** method & the **andThen()** default method.

**Java 8 java.util.function.Function Tutorial with Examples**

[December 11, 2015](https://www.javabrahman.com/java-8/java-8-java-util-function-function-tutorial-with-examples/)

Tutorial explains the in-built functional interface **Function<T, R>** introduced in Java 8. It uses examples to show how the **apply()**, **andThen()**, **compose()** & **identity()** methods of the Function interface are to be used.

**What is java.util.function.Function**

**Function<T, R>** is an in-built functional interface introduced in Java 8 in the **java.util.function** package. The primary purpose for which **Function<T, R>** has been created is for mapping scenarios i.e when an object of a type is taken as input and it is converted(or mapped) to another type. Common usage of Function is in streams where-in the map function of a stream accepts an instance of Function to convert the stream of one type to a stream of another type.

Since **Function<T, R>** is a [functional interface](https://www.javabrahman.com/java-8/functional-interfaces-java-8/), hence it can be used as the assignment target for a [lambda expression](https://www.javabrahman.com/java-8/lambda-expressions-java-8-explained-examples/) or a [method reference](https://www.javabrahman.com/java-8/java-8-method-references-tutorial-examples/).

**Function Descriptor of Function<T, R>**

**Function<T, R>**’s Function Descriptor is **T -> R**. This means an object of type T is input to the lambda and an object of type R is obtained as return value. To understand Function Descriptors in details you can refer the [function descriptor tutorial](https://www.javabrahman.com/java-8/function-descriptors-java-8-explained/).

**Advantage of predefined java.util.function.Function**: In all scenarios where an object of a particular type is the input, an operation is performed on it and and object of another type is returned as output, the in-built functional interface **Function<T, R>** can be used without the need to define a new functional interface every time.

**java.util.function.Function source code**

**java.util.function.Function source code**

|  |
| --- |
| @FunctionalInterface  public interface Function<T, R> {      R apply(T t);      default <V> Function<V, R> compose(Function<? super V, ? extends T> before) {          Objects.requireNonNull(before);          return (V v) -> apply(before.apply(v));      }      default <V> Function<T, V> andThen(Function<? super R, ? extends V> after) {          Objects.requireNonNull(after);          return (T t) -> after.apply(apply(t));      }      static <T> Function<T, T> identity() {          return t -> t;      }  } |

**Salient Points regarding Function<T, R>’s source code**

* **Function** interface has been defined with the generic types **T** & **R**, where **T** is the type of the input and **R** is the output type.
* Method**apply()** is the primary abstract functional method of **Function** interface. It takes as input a parameter **t** of type **T** and gives an output object of type **R**.
* **Function<T, R>** has two default methods. First default method **compose()** combines the function on which it is applied(lets call it the *current function*) with another function, named **before**, in such a way that when the combined function is applied then first the **before** function is applied which converts the input type **V** to type **T**. And then the current function converts this object of type **T** to its output type **R**. Thus, the combined function obtained as a result of **compose()** applies both the functions, in the process converting type **V** to **R**.
* The second default method is **andThen()** which combines the function on which it is applied(*current function*) with another function, named **after**, in such a way that when the combined function is called then first the current function is applied which converts the input type **T** to type **R**. And then the **after** function is applied which converts from type **R** to **V**. Thus, the combined function obtained by using **andThen()** default method applies both functions internally, in the process converting type **T** to type **V**.
* **Function<T, R>** also contains a static method **identity()** which is very simple as it returns as-is whatever is given to it as input. In the code above it takes as input a parameter **t** of Type **T** and returns back this **t**.

**Usage of apply() method of Function**

The below code shows example usage of **apply()** method where it converts/maps from a list of Employee types to a list of Strings containing the names of all Employees. Let us now go through the code after which I will explain how the **apply()** method works-

**Java 8 code example showing usage of Function.apply() method**

|  |
| --- |
| package com.javabrahman.java8;  import java.util.ArrayList;  import java.util.Arrays;  import java.util.List;  import java.util.function.Function;  public class FunctionTRExample{    public static void main(String args[]){      Function<Employee, String> funcEmpToString= (Employee e)-> {return e.getName();};      List<Employee> employeeList=       Arrays.asList(new Employee("Tom Jones", 45),        new Employee("Harry Major", 25),        new Employee("Ethan Hardy", 65),        new Employee("Nancy Smith", 15),        new Employee("Deborah Sprightly", 29));      List<String> empNameList=convertEmpListToNamesList(employeeList, funcEmpToString);      empNameList.forEach(System.out::println);   }   public static List<String> convertEmpListToNamesList(List<Employee> employeeList, Function<Employee, String> funcEmpToString){     List<String> empNameList=new ArrayList<String>();     for(Employee emp:employeeList){       empNameList.add(funcEmpToString.apply(emp));     }     return empNameList;    }  } |

**OUTPUT of the above code**

Tom Jones

Harry Major

Ethan Hardy

Nancy Smith

Deborah Sprightly

**Explanation of above example’s Code & Output**

* **funcEmpToString**is an instance of **Function<Employee,String>**. This is the **java.util.function.Function** instance which is used to convert/map from an **Employee**object to a **String**value.
* The lambda defining funcEmpToString is – **(Employee e)-> {return e.getName();}** . It takes as input an **Employee** object and returns his\her name, which is a **String**value, as output.
* The list of employees is passed to method **convertEmpListToNamesList()** along with the Function object **funcEmpToString**;
* The method **convertEmpListToNamesList()** iterates over all the employees in the employee list, applies the function **funcEmpToString** to each of the **Employee** objects, getting back the employee names in **String** format, which it puts in a employee name list and sends it back to the **main()** method.
* On printing the employee name list we get the names of all the employees as required.

**Usage of default method andThen() of Function**

As explained earlier, **andThen()** default method combines the current Function instance with another one and returns a combined Function instance which applies the two functions in sequence with the function passed as parameter to **andThen()** being invoked *after* the current function.  
Lets see the example below which uses the same **funcEmpToString** Function as used in the **apply()** method’s usage example above and combines it with a **initialFunction** Function instance which maps\converts a String to its first letter –

**Java 8 code showing usage of default method Function.andThen()**

|  |
| --- |
| //import statements are same as in apply() example  public class FunctionTRAndThenExample{    public static void main(String args[]){      Function<Employee, String> funcEmpToString= (Employee e)-> {return e.getName();};      List<Employee> employeeList=       Arrays.asList(new Employee("Tom Jones", 45),        new Employee("Harry Major", 25),        new Employee("Ethan Hardy", 65),        new Employee("Nancy Smith", 15),        new Employee("Deborah Sprightly", 29));      Function<String,String> initialFunction= (String s)->s.substring(0,1);      List<String> empNameListInitials=convertEmpListToNamesList(employeeList, funcEmpToString.andThen(initialFunction));      empNameListInitials.forEach(str->{System.out.print(" "+str);});   }    public static List<String> convertEmpListToNamesList(List<Employee> employeeList, Function<Employee, String> funcEmpToString){     List<String> empNameList=new ArrayList<String>();     for(Employee emp:employeeList){       empNameList.add(funcEmpToString.apply(emp));     }     return empNameList;    }  } |

**OUTPUT of the above code**

T H E N D

**Explanation of above example’s Code & Output**

* Function instance **funcEmpToString** maps\converts an **Employee** object to a **String** of his\her name.
* Function instance **initialFunction** maps\converts a **String** to its initial or first letter.
* Default method **andThen()** is used to combine **initialFunction** with **funcEmpToString**. What the combined method does is that it first maps an **Employee** to his\her name and then takes out the first letter from the name as a **String** value. This combined function is passed as **Function** parameter to **convertEmpListToNamesList()** method along with the employee list.
* When the **convertEmpListToNamesList()** applies the combined function to each of the **Employee**objects, then the result is a **String** list first letters of names of each employee.
* This is the required output i.e. T H E N D

**Usage of default method compose() of Function**  
As explained earlier, **compose()** default method combines the current Function instance with another one and returns a combined Function instance which applies the two functions in sequence with the parameter function to **compose()** being invoked *before* the current function.  
Lets see the example below which uses the same **funcEmpToString** Function as used in the **apply()** usage example and combines it with a **funcEmpFirstName** Function instance which converts the full-name of the employee object passed to it to just the first name of the employee-

**Java 8 code showing usage of default method Function.compose()**

|  |
| --- |
| //import statements are same as in apply() example  public class FunctionTRComposeExample{    public static void main(String args[]){      Function<Employee, String> funcEmpToString= (Employee e)-> {return e.getName();};      Function<Employee, Employee> funcEmpFirstName=       (Employee e)-> {int index= e.getName().indexOf(" ");                   String firstName=e.getName().substring(0,index);                   e.setName(firstName);                   return e;};      List<Employee> employeeList=        Arrays.asList(new Employee("Tom Jones", 45),         new Employee("Harry Major", 25),         new Employee("Ethan Hardy", 65),         new Employee("Nancy Smith", 15),         new Employee("Deborah Sprightly", 29));      List<String> empFirstNameList= convertEmpListToNamesList(employeeList,funcEmpToString.compose(funcEmpFirstName));      empFirstNameList.forEach(str->{System.out.print(" "+str);});    }   public static List<String> convertEmpListToNamesList(List<Employee> employeeList, Function<Employee, String> funcEmpToString){     List<String> empNameList=new ArrayList<String>();     for(Employee emp:employeeList){       empNameList.add(funcEmpToString.apply(emp));     }     return empNameList;    }  } |

**OUTPUT of the above code**

Tom Harry Ethan Nancy Deborah

**Explanation of above example’s Code & Output**

* Function instance **funcEmpToString** maps\converts an **Employee** object to a **String** value of his\her name.
* Function instance **funcEmpFirstName** maps\converts the **name** inside an **Employee** object to the first name using the **substring** method of **String**.
* Default method **compose()** is used to combine **funcEmpFirstName** with funcEmpToStringString. What the combined method does is that it first converts the name of an **Employee** into just his\her *first name* returning the same **Employee** object back with the changed value of **name**. It then converts\maps the **Employee**object to just its **name** as a **String**.This combined function is passed as **Function<Employee, String>**parameter to **convertEmpListToNamesList()** method along with the employee list.
* When the **convertEmpListToNamesList()** applies the combined function to each of the **Employee**objects, then the result is the list of first names of each employee.
* This is the required output i.e. Tom Harry Ethan Nancy Deborah

**Usage of static method identity() of Function**  
Static method **identity()** is very simple – it just returns back the parameter which it gets as input. Lets see an example to see how **identity()** method works –

**Java 8 code showing usage of static method Function.identity()**

|  |
| --- |
| //import statements are same as in apply() example  public class FunctionTRIdentityExample{    public static void main(String args[]){      Function<Employee, String> funcEmpToString= (Employee e)-> {return e.getName();};      List<Employee> employeeList=       Arrays.asList(new Employee("Tom Jones", 45),        new Employee("Harry Major", 25),        new Employee("Ethan Hardy", 65),        new Employee("Nancy Smith", 15),        new Employee("Deborah Sprightly", 29));      List<Employee> empNameListInitials=applyIdentityToEmpList(employeeList, Function.identity());      empNameListInitials.forEach(System.out::println);   }    public static List<Employee> applyIdentityToEmpList(List<Employee> employeeList, Function<Employee, Employee> funcEmpToEmp){     List<Employee> empNameList=new ArrayList<Employee>();     for(Employee emp:employeeList){       empNameList.add(funcEmpToEmp.apply(emp));     }     return empNameList;    }  } |

**OUTPUT of the above code**

Employee Name:Tom Jones Age:45  
Employee Name:Harry Major Age:25  
Employee Name:Ethan Hardy Age:65  
Employee Name:Nancy Smith Age:15  
Employee Name:Deborah Sprightly Age:29

**Explanation of above example’s Code & Output**

* Function instance **funcEmpToString** maps\converts an **Employee** object to a **String** of his\her name.
* Employee list is passed to the method **applyIdentityToEmpList()** along with an instance of **Function.identity()**. The parameter of **applyIdentityToEmpList()** which takes **Function.identity()** value is nothing but **Function<Employee, Employee>** i.e. an equivalent of a **Function** which takes **Employee** as input and gives back (the same) **Employee** as output.
* Method **applyIdentityToEmpList()** takes the input employee list, iterates through it, applies the **identity()** function to each employee in the list and returns back the list of employees obtained as a result of applying the **identity()** function.
* As we now know, the identity function does *nothing*, it just returns back the object it receives as input. So, what we get back is the same employee list which we passed to the **applyIdentityToEmpList()** method! And the same i.e. original employee list is printed as output!!
* This is how the static method **Function.identity()** works.

**Summary**  
In this tutorial we looked at what is the **Function<T, R>** in-built interface defined in Java 8 and what are its advantages. We then looked at how to use the Function interface using its **apply()** method, default methods **andThen()** & **compose()**, and lastly how to use the static method **identity()**.

**Java 8 java.util.function.Supplier Tutorial with Examples**

[December 16, 2015](https://www.javabrahman.com/java-8/java-8-java-util-function-supplier-tutorial-with-examples/)

**Introduction**: Tutorial explains the in-built functional interface **Supplier<T>** introduced in Java 8. It explains with the help of examples how the Supplier interface is to be used via its **get()** method.

**What is java.util.function.Supplier**: **Supplier<T>** is an in-built [functional interface](https://www.javabrahman.com/java-8/functional-interfaces-java-8/) introduced in Java 8 in the **java.util.function** package. Supplier can be used in all contexts where there is no input but an output is expected.

Since Supplier is a functional interface, hence it can be used as the assignment target for a [lambda expression](https://www.javabrahman.com/java-8/lambda-expressions-java-8-explained-examples/) or a [method reference](https://www.javabrahman.com/java-8/java-8-method-references-tutorial-examples/).

**Function Descriptor of Supplier<T>**: Supplier’s Function Descriptor is **() -> T**. This means that there is no input in the lambda definition and the return output is an object of type T. To understand Function Descriptors in details you can refer the [function descriptor tutorial](https://www.javabrahman.com/java-8/function-descriptors-java-8-explained/).

**Advantage of predefined java.util.function.Supplier**: In all scenarios where there is no input to an operation and it is expected to return an output the in-built functional interface **Supplier<T>** can be used without the need to define a new functional interface every time.

**java.util.function.Supplier source code**

**java.util.function.Supplier source code**

|  |
| --- |
| @FunctionalInterface  public interface Supplier<T> {      /\*\*       \* Gets a result.       \* @return a result       \*/      T get();  } |

**Salient Points regarding Supplier<T>’s source code**:

* **Supplier**has been defined with the generic type **T** which is the same type which its **get()** methods return as output.
* **get()** method is the primary abstract method of the Supplier functional interface. Its function descriptor being **() -> T**. I.e. **get()** method takes no input and returns an output of type T. I will explain usage of **get()**with detailed example in the next section.
* All lambda definitions for Supplier must be written in accordance with **get()** method’s signature, and conversely all lambdas with the same signature as that of **get()** are candidates for assignment to an instance of Supplier interface.

**Usage of get() method of Supplier**:  
To understand the **get()** method lets take a look at the **SupplierFunctionExample**’s code below, post which I have explained in detail how the code works-

**Code showing usage of Supplier.get() method**

|  |
| --- |
| //SupplierFunctionExample.java  import java.util.Date;  import java.util.function.Supplier;  public class SupplierFunctionExample {   public static void main(String args[]) {    //Supplier instance with lambda expression    Supplier<String> helloStrSupplier = () -> new String("Hello");    String helloStr = helloStrSupplier.get();    System.out.println("String in helloStr is->"+helloStr+"<-");      //Supplier instance using method reference to default constructor    Supplier<String> emptyStrSupplier = String::new;    String emptyStr = emptyStrSupplier.get();    System.out.println("String in emptyStr is->"+emptyStr+"<-");      //Supplier instance using method reference to a static method    Supplier<Date> dateSupplier= SupplierFunctionExample::getSystemDate;    Date systemDate = dateSupplier.get();    System.out.println("systemDate->" + systemDate);   }   public static Date getSystemDate() {    return new Date();   }  } |

**OUTPUT of the above code**

String in helloStr is->Hello<-  
String in emptyStr is-><-  
systemDate->Wed Dec 16 19:18:15 IST 2015

**Explanation of above example’s Code & Output**

* **SupplierFunctionExample** is my class with 2 methods – **main()** & **getSystemDate()**.
* **getSystemDate()** is a static method which simply returns the current system date and does not take any input. The method signature matches the function descriptor of Supplier i.e. **() -> T**.
* **In main() method I have shown how to instantiate a Supplier interface instance in following 3 ways**–
  1. **Using a Lambda Expression**: I have defined a a lambda expression which takes no input and returns a new String object with value set to “hello”. This lambda I have assigned to a **Supplier<String>**instance named **helloStrSupplier**. Invoking functional method **get()** on **helloStrSupplier** gives us a String **helloStr** which is then printed to show that it indeed contains the value “hello”.
  2. **Using a Method Reference to default constructor of String**: Method Reference to the default constructor of **String** is used to create a **Supplier<String>** instance named **emptyStrSupplier**. **emptyStrSupplier** is then used to create a String object named **emptyStr** using the **get()** method. **emptyStr**‘s value is then printed to show its value is empty as defined.
  3. **Using a Method Reference to getSystemDate()**: Method Reference to the **getSystemDate()**method of **SupplierFunctionExample** class is used to create a **Supplier<Date>** instance named **dateSupplier**. **dateStrSupplier** is then used to create a **Date** object named **systemDate** by invoking **get()** method on it. **systemDate**‘s value is then printed to show its value. Value printed is of 16-Dec when I ran this example.

**Summary**: In this tutorial we looked at what is the **Supplier<T>** in-built interface defined in Java 8 and what is its main advantage. We then looked at how to use the **Supplier<T>** interface using its **get()** method with an example.

**Java 8 Streams API Tutorial with Examples**

[October 9, 2015](https://www.javabrahman.com/java-8/java-8-streams-api-tutorial-with-examples/)

Java 8 Streams API tutorial starts off with defining Java 8 Streams, followed by an explanation of the important terms making up the Streams definition. We will then look at Java 8 code examples showing how to exactly use Streams API. **By the end of this tutorial you should feel confident of writing your first program utilising Java 8 Streams API.**

**What are Streams/Defining Streams**  
A Stream in Java is a sequence of elements supporting parallel and aggregate operations. This sequence of elements are obtained from a source. Further, streams in Java 8 support processing of these elements through operations defined in a declarative way. These operations are linked-up according to the [principle of pipelines](https://www.javabrahman.com/programming-principles/pipelines-in-computing-and-software-engineering/)and they access the elements via Internal Iterations.

**Conceptual terms making up the Streams definition**  
Streams definition given above has a lot of terms put together. To understand this definition in its totality we need to understand each of these terms. Lets look at them one-by-one:

* **Sequence of elements** – A stream provides an interface to a sequenced set of values of a specific type. For e.g. **Stream<Integer>** is a stream of type **Integer**.
* **Source of stream elements** – Streams are defined as originating from a specific source which can be collections, arrays, input-output(I/O) resources etc
* **Operations on stream elements** – As the stream’s elements are encountered, several pre-defined operations can be declared to act on the stream elements to map, reduce and collect these elements.
* **Parallel and aggregate operations** – The operations working on these stream of elements can work in parallel on multi-core architectures. Aggregate operations act on elements in the stream in a sequence and end up aggregating data into an end value.
* **Pipeline of Operations** – Various operations which have been declared to act on a stream work together based on the concept of Pipelines([link to tutorial](https://www.javabrahman.com/programming-principles/pipelines-in-computing-and-software-engineering/)). I.e. output of one stream operation acts as input of the next stream operation.
* **Internal iterations**– Internal iterations delegate the work of iterating to the Streams library. The programmer just needs to specify in a declarative manner as to which operation has to be applied to the stream of elements.

**Streams API usage example**  
To start with, let us look at a class **Employee.java** which has –

* 2 instance attributes – **name** & **age**.
* Getters and setters for these attributes.
* A constructor with both attributes.
* The **toString()** method.

**Employee.java**

|  |
| --- |
| package com.javabrahman.java8;  public class Employee{    private String name;    private Integer age;    public Employee(String name, Integer age){      this.name=name;      this.age=age;    }    public String getName(){      return name;    }    public void setName(String name){      this.name=name;    }    public Integer getAge(){      return this.age;    }    public void setAge(Integer age){      this.age=age;    }    public String toString(){      return "Employee Name:"+this.name        +"  Age:"+this.age;    }  } |

Next I have a class called **BasicStreams.java**, given below, in which I have –

* A static list of employees called **employeeList**
* **main()** method where I have my streams-based filter logic
* I initialise my list of Employees with 5 Employee Objects using the 2-parameter **Employee** constructor which utilises the **Arrays.asList()** method

**Streams usage example - BasicStreams.java**

|  |
| --- |
| package com.javabrahman.java8;  import java.util.List;  import java.util.Arrays;  import static java.util.stream.Collectors.toList;  public class BasicStreams {   static List<Employee> employeeList=        Arrays.asList(new Employee("Tom Jones", 45),                      new Employee("Harry Major", 25),                      new Employee("Ethan Hardy", 65),                      new Employee("Nancy Smith", 15),                      new Employee("Deborah Sprightly", 29));   public static void main(String args[]){     List<Employee> filteredList = employeeList.stream()                          .limit(2)                          .collect(toList());     filteredList.forEach(System.out::println);   }  } |

**OUTPUT of the above code**

Employee Name:Tom Jones Age:45  
Employee Name:Harry Major Age:25

**Explanation of the code**

* The program starts with static import of **Collector**Class’ static **toList()** method. This method is used to get a list from a stream
* In the **main()** method, **stream()** is invoked on employeeList. The method **stream()** has been newly introduced in Java 8 on the interface Collection which List interface extends. This **stream()** method gives an instance **java.util.Stream** as the return type
* The stream of employees is then passed(or pipe-lined) to the function **limit()**. The **limit()** function puts a limit to the maximum number of elements which will be picked from the stream. In the given example I have passed the value 2, hence the current stream is now limited to first 2 elements. Also, note that **limit()** is an [intermediate operation](https://www.javabrahman.com/java-8/understanding-java-8-streams-operations-intermediate-and-terminal-operations-tutorial-with-examples/), i.e. the stream processing does not end with **limit()**method.
* The **collect()** method is then invoked on the stream(which now has only 2 elements). **Collect()** uses a **Collector**of a specific type which in the given example is of type **List**(returned by the static **toList()**method of **Collectors** class). To simplify the previous statements, **collect()** uses the **toList()** method to return a list equivalent of the stream pipe-lined into it(named **filteredList**). Note that **collect()** is a [terminal operation](https://www.javabrahman.com/java-8/understanding-java-8-streams-operations-intermediate-and-terminal-operations-tutorial-with-examples/), i.e. the processing of the stream ends with the **collect()** method.
* At the end, I simply use a Java 8 style **forEach**loop and a [Method Reference](https://www.javabrahman.com/java-8/java-8-method-references-tutorial-examples/) to the**System.out.println()** method to print all the elements in the resultant **filteredList**.
* As expected the 2 employee objects are printed using the overridden **Employee.toString()** method.

**Summary**  
In the above tutorial we saw what Java 8 Streams are, understood the various terms which describe a Stream, and finally saw a basic example of how to start using Streams in your programs using the intermediate & terminal operations.

**Java 8 Filtering and Slicing with Streams Tutorial with examples**

[December 7, 2015](https://www.javabrahman.com/java-8/java-8-filtering-and-slicing-streams-tutorial-with-examples/)

**Introduction**: This tutorial explains how to do filtering and slicing in Java 8 Streams using the filter, distinct, limit and skip methods. It assumes that you are familiar with basics of [Java 8 Streams API](https://www.javabrahman.com/java-8/java-8-streams-api-tutorial-with-examples/).  
**Streams Filtering & Slicing Basics**: Java 8 Streams support declarative filtering out of elements along with the ability to slice-off portions of a list. Streams support four operations to achieve this – **filter()**, **distinct()**, **limit(n)** and **skip(n)**. Lets quickly look at what these methods do followed by a java example which uses all of these.

**Methods in Streams API for filtering and slicing**

1. **Filter method**: The filter method filters out elements from a given stream. It uses a [Predicate function](https://www.javabrahman.com/java-8/java-8-java-util-function-predicate-tutorial-with-examples/)instance which it applies to the whole stream and returns a filtered stream containing those elements which match the Predicate. It is an [intermediate](https://www.javabrahman.com/java-8/understanding-java-8-streams-operations-intermediate-and-terminal-operations-tutorial-with-examples/) stream operation.  
   **Syntax of filter method**:**<stream-instance>.filter()**  
   **Returns**: **java.util.Stream**
2. **Distinct Method**: The distinct method when applied to a stream, returns a stream instance which has all elements unique/distinct. I.e. every unique element is present only once in the resultant stream. The *uniqueness* of elements in the resultant stream is determined by the [equals & hashcode](https://www.javabrahman.com/corejava/understanding-equals-and-hashcode-contract-when-using-collections-in-java/) implementation in these elements. It is an intermediate stream operation.  
   **Syntax of distinct method**: **<stream-instance>.distinct()**  
   **Returns**: **java.util.Stream**
3. **Limit(n) method**: The limit method puts an upper-limit cap purely based on the number of elements in the stream. A limit of n applied to a stream returns a stream which contains exactly n elements if the original stream had more than or equal to n elements. In case the original stream had less than n elements, and limit of n has been applied on the stream, then there is no affect on the stream elements, i.e. the returned stream is same as the original stream. This method is a [short-circuiting](https://www.javabrahman.com/programming-principles/short-circuiting-or-short-circuits-in-boolean-evaluations-in-programming-and-java/) intermediate stream operation.  
   **Syntax of limit method**: **<stream-instance>.limit(n)**  
   **Returns**: **java.util.Stream** of n elements
4. **Skip(n) method**: The skip method is complimentary to the limit method. I.e. the skip method returns a truncated version of the original stream such that the first n elements in the list are skipped and the remaining elements are returned in the resulting stream. This method is an intermediate stream operation.  
   **Syntax of skip method**: **<stream-instance>.skip(n)**  
   **Returns**: **java.util.Stream** of elements post first n elements

**The reason limit(n) & skip(n) are complimentary** is because given a stream of size k, streams obtained from **limit(n)** & **skip(n)** applied on the original stream (where, **n<=k**) when aggregated together give us the original stream back. While **limit(n)** gives the first **n** elements from positions **1** to **n**; **skip(n)** gives elements from positions **n+1** to **k**. Thus, joining the streams obtained from **limit(n)** & **skip(n)** gives us the original stream back.

**Java example demonstrating the use of filter, distinct, limit & skip methods**

**Java example demonstrating the use of filter, distinct, limit & skip methods**

|  |
| --- |
| //Employee.java  public class Employee{    private String name;    private Integer age;    public Employee(String name, Integer age){      this.name=name;      this.age=age;    }    public String getName(){      return name;    }    public void setName(String name){      this.name=name;    }    public Integer getAge(){      return this.age;    }    public void setAge(Integer age){      this.age=age;    }    public String toString(){      return "Employee Name:"+this.name        +"  Age:"+this.age;    }    @Override    public boolean equals(Object obj) {       if (obj == this) {         return true;       }       if (!(obj instanceof Employee)) {         return false;       }       Employee empObj = (Employee) obj;         return this.age==empObj.age           && this.name.equalsIgnoreCase(empObj.name);    }    @Override    public int hashCode() {      int hash = 1;      hash = hash \* 17 + this.name.hashCode();      hash = hash \* 31 + this.age;      return hash;    }  }  //FilteringSlicingStreams.java  import java.util.List;  import java.util.Arrays;  import static java.util.stream.Collectors.toList;  public class FilteringSlicingStreams {   static List<Employee> employeeList=Arrays.asList(     new Employee("Tom Jones", 45),     new Employee("Harry Major", 25),     new Employee("Ethan Hardy", 65),     new Employee("Nancy Smith", 15),     new Employee("Deborah Sprightly", 29),     new Employee("Dick Hiddleton Sprightly", 44),     new Employee("Alexander Hick", 19),     new Employee("Harry Major", 25),     new Employee("Nancy Smith", 15));   public static void main(String args[]){     //filter method     List<Employee> filteredList= employeeList.stream().filter((Employee e)-> e.getAge() > 24).collect(toList());     System.out.println("After applying filter method");     filteredList.forEach(System.out::println);     //distinct method     filteredList= filteredList.stream().distinct().collect(toList());     System.out.println("After applying distinct() method");     filteredList.forEach(System.out::println);     //limit method     filteredList= filteredList.stream().limit(2).collect(toList());     System.out.println("After applying limit(2) method");     filteredList.forEach(System.out::println);     //skip method     filteredList= filteredList.stream().skip(1).collect(toList());     System.out.println("After applying skip(1) method");     filteredList.forEach(System.out::println);   }  } |

**OUTPUT of the above code**

After applying filter() method  
Employee Name:Tom Jones Age:45  
Employee Name:Harry Major Age:25  
Employee Name:Ethan Hardy Age:65  
Employee Name:Deborah Sprightly Age:29  
Employee Name:Dick Hiddleton Sprightly Age:44  
Employee Name:Harry Major Age:25  
  
After applying distinct() method  
Employee Name:Tom Jones Age:45  
Employee Name:Harry Major Age:25  
Employee Name:Ethan Hardy Age:65  
Employee Name:Deborah Sprightly Age:29  
Employee Name:Dick Hiddleton Sprightly Age:44  
  
After applying limit(2) method  
Employee Name:Tom Jones Age:45  
Employee Name:Harry Major Age:25  
  
After applying skip(1) method  
Employee Name:Harry Major Age:25

**Explanation of the java example’s code & output**

* 2 classes are defined in the code above. First is **Employee**class which consists of 2 attributes - **name** & **age**. It also contains **equals()**& **hashcode()** methods implemented.
* Second class is **FilteringSlicingStreams**which defines a list of 9 Employees using **Arrays.asList()**.
* In the **main()** method first the **filter()** method is called with **Predicate** lambda defined in such a way that only employees greater than 24 years of age satisfy the condition. As a result the **filteredList**variable gets a list of Employees with 6 employees in them. I have highlighted the different portions of output with green color for easy readability. There are 6 employee records printed in the output below the line "After applying filter method".
* Next the **filteredList** is taken and **distinct()** method is applied to it. This list of 6 filtered employees is now reduced to 5 with 1 instance of Harry Major aged 25 being removed as it is duplicate. Note that [**hashcode()** & **equals()**](https://www.javabrahman.com/corejava/understanding-equals-and-hashcode-contract-when-using-collections-in-java/) implementation in **Employee** has been done to make distinct method work correctly. The list of 5 Employees remaining as a result is printed in the output below the line "After applying distinct() method".
* Next the **limit(2)** method is applied to the **filteredList** instance returned after applying distinct. This limits the resultant list to exactly 2 **Employee** records which are shown in the output below the line "After applying limit(2) method".
* Lastly the **skip(1)** method is applied to the **filteredList** which now contains 2 employees. This causes the resultant stream and list to skip the first **Employee** in the list(Tom Jones) and we are now left with only 1 **Employee** in the list(Harry Major). Details of this 1 employee are printed below the output line "After applying skip(1) method".

**Summary**: This wraps-up the tutorial on filtering and slicing of Streams using the filter, distinct, limit & skip methods.

**Java 8 Mapping with Streams | map and flatMap methods tutorial with examples**

[December 20, 2015](https://www.javabrahman.com/java-8/java-8-mapping-with-streams-map-flatmap-methods-tutorial-with-examples/) [0 Comments](https://www.javabrahman.com/java-8/java-8-mapping-with-streams-map-flatmap-methods-tutorial-with-examples/#disqus_thread)

**Introduction**:Java 8 Mapping with Streams tutorial explains the concept of mapping with streams using the map & flatMap methods with examples to show their usage. It assumes that you are familiar with basics of [Java 8 Streams API](https://www.javabrahman.com/java-8/java-8-streams-api-tutorial-with-examples/).

**What is mapping with Streams**  
Mapping in the context of Java 8 Streams refers to converting or transforming a Stream carrying one type of data to another type.

Lets take an example. Say we have a stream containing elements of type **String**. Suppose what we need is a stream of data which contains **Integer** values with each **Integer** value of the new stream being the length of corresponding **String** in the old stream. I.e we need to convert **Stream<String>** to its corresponding**Stream<Integer>**.

Such conversion from one type to another is possible with the **map()** method of streams. On top of the **map()**method, streams provide a **flatmap()** method which helps in flattening *and* converting multi-level streams into a single stream. Lets see both of these methods in detail now.

**Definition & usage of map() method**  
The **map()** method helps us transform one type of stream to another type of stream.  
**Definition of map() method** in **java.util.stream.Stream<T>** is –

**<R> Stream<R> map(Function<? super T,? extends R> mapper)**

Where,

* **map()** method takes as input an instance of [Function <T, R>](https://www.javabrahman.com/java-8/java-8-java-util-function-function-tutorial-with-examples/) which converts the type of elements in the stream from the current type T to the new type R.
* It returns as output a stream of type **R** or **Stream<R>**

**Usage of map() method** is shown below with an example –

**Java 8 code showing Stream.map() method usage**

**public class Employee{**

**private String name;**

**private Integer age;**

**public Employee(String name, Integer age){**

**this.name=name;**

**this.age=age;**

**}**

**//Standard setters, getters, equals & hashcode**

**}**

**import static java.util.stream.Collectors.toList;**

**import java.util.Arrays;**

**import java.util.List;**

**public class StreamsMapping {**

**static List<Employee> employeeList =**

**Arrays.asList(new Employee("Tom Jones", 45),**

**new Employee("Harry Major", 25),**

**new Employee("Ethan Hardy", 65),**

**new Employee("Nancy Smith", 15),**

**new Employee("Deborah Sprightly", 29));**

**public static void main(String args[]) {**

**List<String> mappedList = employeeList.stream().**

**map(emp -> emp.getName()).**

**collect(toList());**

**mappedList.forEach(System.out::println);**

**}**

**}**

**OUTPUT of the main() method**

Tom Jones  
Harry Major  
Ethan Hardy  
Nancy Smith  
Deborah Sprightly

**Salient points of above map() method example**

* **StreamsMapping** class run’s the example in its **main()** method & contains a static list of **Employee** type of objects.
* **map()** method is used to convert the Stream of Employees to a Stream of Strings with just the employee names.
* Conversion from **Employee** type to **String** type is achieved using a **Function** instance defined by the [lambda expression](https://www.javabrahman.com/java-8/lambda-expressions-java-8-explained-examples/) – **emp -> emp.getName()**
* The output obtained on printing the **mappedList** contents are all the employee names.

**Definition & usage of flatMap() method**  
The **flatMap()** method gives us the ability to flatten a multi-level stream obtained as a result of mapping each element of the input stream to a stream, and then creating a single stream out of this stream of streams.  
**Definition of flatMap() method** in **java.util.stream.Stream<T>** is –

**<R> Stream<R> flatMap(Function<? super T,? extends Stream<? extends R>> mapper)**

Where,

* **flatMap()** method takes as input an instance of **Function<T,R>**, named **mapper**, which converts the type of elements in the stream from the current type **T** to another stream of type **R**
* It returns as output a stream of type **R** which is actually a flattened stream containing the elements in all the streams of type **R** obtained when **mapper** is applied on the input stream’s elements of type **T**.
* For n elements in input stream of type **T** we first get n streams of type **R**. Then these n streams are flattened into a single stream of type **R**. So, a **Stream<Stream<R>>** becomes **Stream<R>**.

**Usage of flatMap() method** is shown below with an example –  
*Note*– the **StreamsMapping** class used in the previous example is same, as also the **Employee** list defined in it. For brevity, I have included just the **main()** method here –

**Java 8 code showing Stream.flatMap() method usage**

**public static void main(String args[]) {**

**List<String> nameCharList = employeeList.stream()**

**.map(emp-> emp.getName().split(""))**

**.flatMap(array->Arrays.stream(array))**

**.map(str -> str.toUpperCase())**

**.filter(str -> !(str.equals(" ")))**

**.collect(toList());**

**nameCharList.forEach(str -> System.out.print(str));**

**}**

**}**

**Output of the main() method is**

TOMJONESHARRYMAJORETHANHARDYNANCYSMITHDEBORAHSPRIGHTLY

**Salient points of above flatMap() method example**

* The objective of the above code is to get all the alphabets used in the names of all the employees in caps for making their embossed name-plates.
* **map(emp-> emp.getName().split(""))** converts the stream of Employees to a stream of Employee names’ array. I.e. converts from **Stream<Employee>** to **Stream<String[]>**.
* **flatMap()** method converts **Stream<String[]>** into first a **Stream<Stream<String>>** and then flattens it to **Stream<String>** i.e. a stream of single character Strings.
* **map()** is applied next, which converts this **Stream<String>**’s contents to uppercase and then filters out the space characters using the **filter()** method.
* We have the required list at the end which contains all the alphabets in caps for all the employees, which is the output obtained on printing the **namecharlist**.

*Note* – there are other variants of **map()** & **flatMap()** methods which work with **DoubleStreams**, **LongStreams** & **IntStreams**. These are more specific forms of the general **map()** & **flatMap()** I have explained above. These have not been covered in this tutorial.

**Summary**  
This tutorial explained what is meant by Mapping in Streams followed by definition & usage of **map()** & **flatMap()** methods with examples.

**Java 8 Matching with Streams | allMatch, anyMatch, noneMatch methods tutorial with examples**

[September 10, 2016](https://www.javabrahman.com/java-8/java-8-matching-with-streams-allmatch-anymatch-nonematch-methods-tutorial-examples/)

**Introduction** – Java 8 Matching with Streams tutorial explains how to match elements in a stream using the **allMatch()**, **anyMatch()** and **noneMatch()** methods provided by the Streams API with examples to show their usage. This tutorial assumes that you are familiar with basics of [Java 8 Streams API](https://www.javabrahman.com/java-8/java-8-streams-api-tutorial-with-examples/).

**What is ‘matching’ in the context of Streams**  
Given a stream of objects, many-a-times we need to check whether object(s) in the given stream match a specific criteria. Instead of writing logic for iterating over the stream elements and checking each object whether it matches the criteria (which is more of an [imperative rather than functional](https://www.javabrahman.com/programming-principles/imperative-versus-functional-programming-paradigms-conceptual/) style of programming), Java 8 Streams allow declarative matching of objects in the stream.

I.e. once you define the condition using a Predicate instance, and provide this Predicate as an input to the matching methods, then Java 8 processes the matching function internally and provides you with the result whether a match for the condition was found or not.

Java 8 provides such declarative matching with predicate conditions using three methods defined on the Streams API which are – **allMatch()**, **anyMatch()** and **noneMatch()**.

**Stream.allMatch() method**  
**Stream.allMatch()** method returns **true**if all the elements of the stream match the provided predicate condition. If even one of the elements does not match the predicate condition then the method skips the testing of the remaining elements using the concept of [short-circuit evaluation](https://www.javabrahman.com/programming-principles/short-circuiting-or-short-circuits-in-boolean-evaluations-in-programming-and-java/) and returns **false**as the result. This is a [terminal](https://www.javabrahman.com/java-8/understanding-java-8-streams-operations-intermediate-and-terminal-operations-tutorial-with-examples/) stream operation.

**Definition of allMatch() Method** – The **Stream.allMatch()** method has the following signature –

**boolean allMatch(Predicate<? super T> predicate)**

Where,  
     – input is **predicate** which is an instance of a [Predicate Functional Interface](https://www.javabrahman.com/java-8/java-8-java-util-function-predicate-tutorial-with-examples/)  
     – **boolean** value is returned indicating whether all elements of the stream match the **predicate** or not.

The below code shows how to use the **allMatch()** method in your code.

**Java 8 code showing Stream.allMatch() method usage**

**package com.javabrahman.java8;**

**public class Employee{**

**private String name;**

**private Integer age;**

**public Employee(String name, Integer age){**

**this.name=name;**

**this.age=age;**

**}**

**//getters and setters for name and age attributes go here**

**//overridden equals() and hashcode() go here**

**public String toString(){**

**return "Employee Name:"+this.name**

**+" Age:"+this.age;**

**}**

**}**

**//MatchingWithStreams.java**

**public class MatchingWithStreams {**

**static List<Employee> employeeList = Arrays.asList(new Employee("Tom Jones", 45),**

**new Employee("Harry Major", 25),**

**new Employee("Ethan Hardy", 65),**

**new Employee("Nancy Smith", 22),**

**new Employee("Deborah Sprightly", 29));**

**public static void main(String[] args) {**

**boolean allEmpAbove21 = employeeList.stream()**

**.allMatch(emp -> emp.getAge() > 21);**

**System.out.println("All employees are above 21:" + allEmpAbove21);**

**}**

**}**

**OUTPUT of the above code**

All employees are above 21:true

**Explanation of the code**

* **Employee** is the class of which we will be creating a **Stream**. It has two main attributes – **name**and **age**.
* **employeeList**is a static list of 5 **Employee**s.
* In the **main()** method we create a **Stream**of **Employee**s using the **stream()** method of **List**interface.
* On the stream of Employees we call the **allMatch()** method with the **Predicate** instance being specified as its equivalent [lambda expression](https://www.javabrahman.com/java-8/lambda-expressions-java-8-explained-examples/) – **emp -> emp.getAge() > 21**. This predicate condition states that the Employee’s age should be greater than 21 years.
* Since, all the employees are of age greater than 21 years, so the **Predicate**is satisfied for all the **Employee**s, and the **allMatch()** method returns **true**.

**Stream.anyMatch() method**  
**Stream.anyMatch()** method returns **true** if at least 1 of the elements of the stream match the provided predicate condition. If none of the elements match the predicate condition then the method returns **false**. The moment this method finds the first element satisfying the predicate, it skips the testing of the remaining elements using the concept of short-circuit evaluation and returns **true** as the result. This is a terminal stream operation.

**Definition of anyMatch() Method** – The **Stream.anyMatch()** method has the following signature –

**boolean anyMatch(Predicate<? super T> predicate)**

Where,  
     – input is **predicate** which is an instance of a Predicate Functional Interface  
     – **boolean** value is returned indicating whether any of the elements of the stream match the **predicate** or not.

The below code shows how to use the **anyMatch()** method in your code.  
*(Note – The****Employee****class and****employeeList****objects with their values remain the same as the previous code usage example and hence are not shown below for brevity.)*

**Java 8 code showing Stream.anyMatch() method usage**

**public static void main(String[] args) {**

**boolean empAbove40 = employeeList.stream()**

**.anyMatch(emp -> emp.getAge() > 40);**

**System.out.println("Any employee is above 40:" + empAbove40);**

**}**

**OUTPUT of the above code**

Any employee is above 40:true

**Explanation of the code**

* In the **main()** method we create a **Stream**of **Employee**s using the **stream()** method of **List**interface.
* On the stream of Employees we call the **anyMatch()** method with the **Predicate** instance being specified as its equivalent lambda expression – **emp -> emp.getAge() > 40**. This predicate condition states that the Employee’s age should be greater than 40 years.
* Since, there are 2 employees of age greater than 40 years, the predicate is satisfied and the **anyMatch()**method returns **true**.

**Stream.noneMatch() method**  
**Stream.noneMatch()** method returns **true** if none of the elements of the stream match the provided predicate condition. If one (or more) of the elements match the predicate condition then the method returns **false**. The moment this method finds the first element satisfying the predicate, it skips the testing of the remaining elements using the concept of short-circuit evaluation and returns **false** as the result. This is a terminal stream operation.

**Definition of noneMatch() Method** – The **Stream.noneMatch()** method has the following signature –

**boolean noneMatch(Predicate<? super T> predicate)**

Where,  
     – input is **predicate** which is an instance of a Predicate Functional Interface  
     – **boolean** value is returned indicating whether none of the elements of the stream match the **predicate**.

The below code shows how to use the **noneMatch()** method in your code.  
*(Note – The****Employee****class and****employeeList****objects with their values remain the same as the previous code usage example and hence are not shown below for brevity.)*

**Java 8 code showing Stream.noneMatch() method usage**

**public static void main(String[] args) {**

**boolean noEmpBelow30 = employeeList.stream()**

**.noneMatch(emp -> emp.getAge() < 30);**

**System.out.println("No employee is below 30:" + noEmpBelow30);**

**}**

**OUTPUT of the above code**

No employee is below 30:false

**Explanation of the code**

* In the **main()** method we create a **Stream** of **Employee**s using the **stream()** method of **List**interface.
* On the stream of Employees we call the **noneMatch()** method with the **Predicate** instance being specified as its equivalent lambda expression – **emp -> emp.getAge() < 30**. This predicate condition states that the Employee’s age should be less than 30 years.
* Since, there are 3 employees of age less than 30 years, the **noneMatch()** method returns **false**. For the method to return **true** – none of the employees in the **employeeList** should have age less than 30 years.

**Conclusion** – In this tutorial we learnt what is meant by matching in the context of Java 8 Streams. Next we looked at the definition and code usage of three methods provided by Streams API for the purpose of matching – **allMatch()**, **anyMatch()** and **noneMatch()**.

**Java 8 Streams API – findAny, findFirst methods tutorial with examples**

[September 16, 2016](https://www.javabrahman.com/java-8/java-8-finding-with-streams-findfirst-findany-methods-tutorial-examples/)

**Introduction** – This tutorial explains the Java 8 **Stream API’s** **findAny()** and **findFirst()** methods with examples to show their usage. The tutorial assumes that you are familiar with basics of [Java 8 Streams API](https://www.javabrahman.com/java-8/java-8-streams-api-tutorial-with-examples/).

**Stream.findAny() method**  
There are instances when the business specification says that any element of the stream satisfying a given criteria is to be fetched. I.e. an exact element match is not needed but any element from the satisfying set can be picked up. In such cases **findAny()** method is an ideal fit because once you [filter the stream](https://www.javabrahman.com/java-8/java-8-filtering-and-slicing-streams-tutorial-with-examples/) down to elements satisfying a particular criteria, then any element from the filtered stream can be picked up.

It is important to note that **Stream.findAny()** method can literally give you any element from the stream on which it is called. I.e. you should not code with an expectation that a particular value will always be returned. This *non-deterministic* nature of the **findAny()** method is very useful when executing parallel operations on a stream as it helps in performance optimisation without worrying about which element will be returned.

Also, the **Stream.findAny()** method is a [short-circuiting](https://www.javabrahman.com/programming-principles/short-circuiting-or-short-circuits-in-boolean-evaluations-in-programming-and-java/) and [terminal](https://www.javabrahman.com/java-8/understanding-java-8-streams-operations-intermediate-and-terminal-operations-tutorial-with-examples/) operation.

**Definition of Stream.findAny() Method** – The **Stream.findAny()** method has the following signature –   **Optional<T> findAny()**  
Where,  
     – **findAny()** method does not take any input.  
     – returns an **Optional** instance of type T where T is the type of the Stream on which this method is invoked.

The below code shows how to use the **Stream.findAny()** method in your code.

**Java 8 code showing Stream.findFirst() method usage**

**package com.javabrahman.java8;**

**public class Employee{**

**private String name;**

**private Integer age;**

**public Employee(String name, Integer age){**

**this.name=name;**

**this.age=age;**

**}**

**//getters and setters for name and age attributes go here**

**//overridden equals() and hashcode() go here**

**public String toString(){**

**return "Employee Name:"+this.name**

**+" Age:"+this.age;**

**}**

**}**

**//FindInStreams.java**

**package com.javabrahman.java8.streams;**

**import com.javabrahman.java8.Employee;**

**import java.util.Arrays;**

**import java.util.List;**

**import java.util.Optional;**

**public class FindInStreams {**

**static List<Employee> employeeList = Arrays.asList(**

**new Employee("Tom Jones", 45),**

**new Employee("Harry Major", 25),**

**new Employee("Ethan Hardy", 65),**

**new Employee("Nancy Smith", 22),**

**new Employee("Deborah Sprightly", 29),**

**new Employee("Billy Kid", 22),**

**new Employee("George King",44),**

**new Employee("Annie Barrey", 19));**

**public static void main(String[] args) {**

**Optional<Employee> anyEmpAbove40 = employeeList.stream()**

**.filter(emp -> emp.getAge() > 40)**

**.findAny();**

**if(anyEmpAbove40.isPresent()){**

**System.out.println("Any Employee above age 40: " + anyEmpAbove40.get());**

**}**

**}**

**}**

**OUTPUT of the above code**

Any Employee above age 40:  Employee Name:Tom Jones   Age:45

**Explanation of the code**

* **Employee** class is defined with two attributes – **name** and **age**.
* The **FindInStreams** class creates a static list of 8 **Employee** objects named **employeeList**.
* In the **main()** method of the **FindInStreams** class the **employeeList** is converted to a stream and filtered such that it contains only employees with age > 40.
* On the filtered stream **findAny()** method is invoked which returns an instance of **Optional** class named – **anyEmpAbove40**.
* The **get()** method of **Optional** is invoked on to get the **Employee** object in **anyEmpAbove40** after checking for a value’s presence using **Optional**’s **isPresent()** method.
* As seen in the output – **Tom Jones** with age **45** is the employee fetched using the **findAny()** method.

**Stream.findFirst() method**  
There are cases where the business specification requires the first element of a filtered stream to be fetched. This method is useful when the stream being worked on has a defined encounter order. In such cases getting the first element becomes a simple method call using the **Stream.findFirst()** method. This method is a short-circuiting terminal operation.

**What is encounter order in Streams**

Encounter order simply refers to the order in which the elements of a stream are processed. A stream made from an ordered source such as a **List** will have the encounter order defined as per the ordering of the elements in the source **List**. On the other hand, a stream made from a source which does not have an intrinsic order of elements defined, such as a **HashSet**, will not have any specific encounter order defined. Also, even if the initial stream’s elements are unordered, an encounter order can be introduced using **Stream** methods such as **sorted()**.

**Definition of Stream.findFirst() Method** – The **Stream.findAny()** method has the following signature – **Optional<T> findFirst()**  
Where,  
     – **findFirst()** method does not take any input.  
     – returns an **Optional** instance of type T where T is the type of the Stream on which this method is invoked.

The below code shows how to use the **Stream.findFirst()** method in your code.  
*Note – Employee class and the static Employee list is the same as above example and hence has not been shown again for brevity.*

**Java 8 code showing Stream.findFirst() method usage**

**public static void main(String[] args) {**

**Optional<Employee> firstEmpBelow30 = employeeList.stream()**

**.filter(emp -> emp.getAge() < 30)**

**.findFirst();**

**if (firstEmpBelow30.isPresent()) {**

**System.out.println("First employee below 30: " + firstEmpBelow30.get());**

**}**

**}**

**OUTPUT of the above code**

First employee below 30:  Employee Name:Harry Major   Age:25

**Explanation of the code**

* The **Stream** of **Employee** objects is filtered such that it contains only employees of age < 30.
* The **findFirst()** method is invoked which returns the first element of the filtered stream as per the encounter order, or original list order, as an instance of **Optional** class named – **firstEmpBelow30**.
* The **get()** method of **Optional** is invoked on **firstEmpBelow30** to get the **Employee** object in it after checking for a value’s presence using **Optional**’s **isPresent()** method.
* As seen in the output – **Harry Major** with age **25** is the employee fetched using the **findFirst()** method.

**Summary**  
In this tutorial we understood the **Stream.findAny()** and **Stream.findFirst()** methods of the Java 8 Streams API and saw code examples of their usage. We also understood the concept of ***encounter order*** in Streams.

**Java 8 Streams API – creating infinite streams with iterate and generate methods**

[September 17, 2016](https://www.javabrahman.com/java-8/java-8-streams-api-creating-infinite-streams-with-iterate-and-generate-methods/)

**Introduction** – This tutorial explains how to create infinite streams using the Java 8 **Stream API’s** **iterate()**and **generate()** methods with examples to show their usage. This tutorial assumes that you are familiar with basics of [Java 8 Streams API](https://www.javabrahman.com/java-8/java-8-streams-api-tutorial-with-examples/).

**Infinite Streams**  
Streams are different from collections although they can be created from collections. Unlike collections, a stream can go on generating/producing values forever. Java 8 Streams API provides two static methods in the Stream interface for creating infinite streams. These are **Stream.iterate()** and **Stream.generate()**.

Since infinite streams need to be limited to a finite number, based on specific requirement, hence it is a common practice to limit the number of elements produced by a stream using the **Stream.limit()** method.

Let us now take a look at how **Stream.iterate()** and **Stream.generate()** methods can be used to produce infinite streams.

**Creating infinite Streams using the Stream.iterate() method**  
Let us start by looking at the signature of **Stream.iterate()** method –

**static<T> Stream<T> iterate(final T seed, final UnaryOperator<T> f)**

Where,  
     – first input parameter is a seed value or initial value of type T  
     – second input parameter is a **UnaryOperator** function of type T  
     – output is a **Stream** of type T

**Stream.iterate()** method works just like a ***function-of*** algebraic operation which is commonly written as **ƒ(x)**. The method first returns the seed-value itself. For the 2nd element in the Stream it finds **ƒ(seed-value)** and from then on iteratively keeps applying ***function-of*** to the returned values.  
So,  
The **1st value** in the infinite **Stream<T>** will be the **seed-value**  
The **2nd value** will be **ƒ(seed-value)**.  
The **3rd value** will be **ƒ(ƒ(seed-value))**  
The **4th value** will be **ƒ(ƒ(ƒ(seed-value)))** ***and so on***…

Let us take an example to understand how **Stream.iterate()** method works –  
Suppose the **UnaryOperator<T>** function **fsqr()** is a square function defined using the lambda expression – **(Integer n) -> n\*n** and the **seed** is **2**.  
So,  
The **1st value** returned in the infinite stream will be **2**  
The **2nd value** returned in the stream will be **fsqr(2) OR 2\*2=4**.  
The **3rd value** will be fsqr(fsqr(2)) i.e. **fsqr(4) OR 4\*4=16**  
The **4th value** will be fsqr(fsqr(fsqr(2))) i.e. **fsqr(16) OR 16\*16=256** ***and so on***…

The infinite stream will then have values – **[2,4,16,256,… and so on…]**

The Java code for using **Stream.iterate()** method to produce a Stream of iteratively squared values will be as below –

**Java 8 code to produce an infinite Stream using Stream.iterate()**

**package com.javabrahman.java8.streams;**

**import java.util.stream.Stream;**

**public class InfiniteStreams {**

**public static void main(String args[]){**

**Stream.iterate(2, (Integer n) -> n\*n)**

**.limit(5)**

**.forEach(System.out::println);**

**}**

**}**

**OUTPUT of the above code**

2  
4  
16  
256  
65536

**Explanation of the code**

* **Seed**passed as input to the **Stream.iterate()** method is **2**.
* **UnaryOperator** function instance is passed using the lambda expression- **(Integer n) -> n\*n**.
* The output stream is limited to **5** elements using **Stream.limit()** method.
* Output **Stream**is as expected with values – **2,4,16,256,65536**.

**Creating infinite Streams using the Stream.generate() method**  
**Stream.generate()** method generates an infinite stream of elements by repeatedly invoking a [Supplier Functional Interface](https://www.javabrahman.com/java-8/java-8-java-util-function-supplier-tutorial-with-examples/) instance passed to it as an input parameter. **Stream.generate()** method’s signature looks like this –

**static<T> Stream<T> generate(Supplier<T> s)**

Where,  
     – Only input is an instance of a **Supplier Functional Interface** of Type T  
     – Output is a **Stream** of type T

Let us now look at how to write the code to create an infinite stream containing random values using **Stream.generate()** and **Math.random()** methods.

**Java 8 code to produce an infinite Stream using Stream.generate()**

**package com.javabrahman.java8.streams;**

**import java.util.stream.Stream;**

**public class InfiniteStreams {**

**public static void main(String args[]) {**

**Stream.generate(Math::random)**

**.limit(5)**

**.forEach(System.out::println);**

**}**

**}**

**OUTPUT of the above code**

0.8756068395647292  
0.7717064739685572  
0.8199061254640724  
0.6481411588818413  
0.8075238156216996

**Explanation of the code**

* **Math.random()** method generates a random value between **0.0** and **1.0** every time it is called. The [function descriptor](https://www.javabrahman.com/java-8/function-descriptors-java-8-explained/) of **Math.random()** method matches that of the Supplier Functional Interface, so **Math.random()** is passed as an input to **Stream.generate()** method using its [method reference](https://www.javabrahman.com/java-8/java-8-method-references-tutorial-examples/) – **Math::random**.
* **Stream.generate()** method invokes **Math.random()** repeatedly to produce an infinite **Stream** of values between **0.0** and **1.0**.
* The output stream is limited to **5** elements using **Stream.limit()** method.
* Output **Stream**is as expected with 5 random values as shown above..

**Summary**  
In this tutorial we looked at what are infinite streams and how they can be generated using the static **Stream.iterate()** and **Stream.generate()** methods with Java 8 code examples to understand their usage.

**Java 8 Streams API – creating infinite streams with iterate and generate methods**

[September 17, 2016](https://www.javabrahman.com/java-8/java-8-streams-api-creating-infinite-streams-with-iterate-and-generate-methods/)

**Introduction** – This tutorial explains how to create infinite streams using the Java 8 **Stream API’s** **iterate()**and **generate()** methods with examples to show their usage. This tutorial assumes that you are familiar with basics of [Java 8 Streams API](https://www.javabrahman.com/java-8/java-8-streams-api-tutorial-with-examples/).

**Infinite Streams**  
Streams are different from collections although they can be created from collections. Unlike collections, a stream can go on generating/producing values forever. Java 8 Streams API provides two static methods in the Stream interface for creating infinite streams. These are **Stream.iterate()** and **Stream.generate()**.

Since infinite streams need to be limited to a finite number, based on specific requirement, hence it is a common practice to limit the number of elements produced by a stream using the **Stream.limit()** method.

Let us now take a look at how **Stream.iterate()** and **Stream.generate()** methods can be used to produce infinite streams.

**Creating infinite Streams using the Stream.iterate() method**  
Let us start by looking at the signature of **Stream.iterate()** method –

**static<T> Stream<T> iterate(final T seed, final UnaryOperator<T> f)**

Where,  
     – first input parameter is a seed value or initial value of type T  
     – second input parameter is a **UnaryOperator** function of type T  
     – output is a **Stream** of type T

**Stream.iterate()** method works just like a ***function-of*** algebraic operation which is commonly written as **ƒ(x)**. The method first returns the seed-value itself. For the 2nd element in the Stream it finds **ƒ(seed-value)** and from then on iteratively keeps applying ***function-of*** to the returned values.  
So,  
The **1st value** in the infinite **Stream<T>** will be the **seed-value**  
The **2nd value** will be **ƒ(seed-value)**.  
The **3rd value** will be **ƒ(ƒ(seed-value))**  
The **4th value** will be **ƒ(ƒ(ƒ(seed-value)))** ***and so on***…

Let us take an example to understand how **Stream.iterate()** method works –  
Suppose the **UnaryOperator<T>** function **fsqr()** is a square function defined using the lambda expression – **(Integer n) -> n\*n** and the **seed** is **2**.  
So,  
The **1st value** returned in the infinite stream will be **2**  
The **2nd value** returned in the stream will be **fsqr(2) OR 2\*2=4**.  
The **3rd value** will be fsqr(fsqr(2)) i.e. **fsqr(4) OR 4\*4=16**  
The **4th value** will be fsqr(fsqr(fsqr(2))) i.e. **fsqr(16) OR 16\*16=256** ***and so on***…

The infinite stream will then have values – **[2,4,16,256,… and so on…]**

The Java code for using **Stream.iterate()** method to produce a Stream of iteratively squared values will be as below –

**Java 8 code to produce an infinite Stream using Stream.iterate()**

**package com.javabrahman.java8.streams;**

**import java.util.stream.Stream;**

**public class InfiniteStreams {**

**public static void main(String args[]){**

**Stream.iterate(2, (Integer n) -> n\*n)**

**.limit(5)**

**.forEach(System.out::println);**

**}**

**}**

**OUTPUT of the above code**

2  
4  
16  
256  
65536

**Explanation of the code**

* **Seed**passed as input to the **Stream.iterate()** method is **2**.
* **UnaryOperator** function instance is passed using the lambda expression- **(Integer n) -> n\*n**.
* The output stream is limited to **5** elements using **Stream.limit()** method.
* Output **Stream**is as expected with values – **2,4,16,256,65536**.

**Creating infinite Streams using the Stream.generate() method**  
**Stream.generate()** method generates an infinite stream of elements by repeatedly invoking a [Supplier Functional Interface](https://www.javabrahman.com/java-8/java-8-java-util-function-supplier-tutorial-with-examples/) instance passed to it as an input parameter. **Stream.generate()** method’s signature looks like this –

**static<T> Stream<T> generate(Supplier<T> s)**

Where,  
     – Only input is an instance of a **Supplier Functional Interface** of Type T  
     – Output is a **Stream** of type T

Let us now look at how to write the code to create an infinite stream containing random values using **Stream.generate()** and **Math.random()** methods.

**Java 8 code to produce an infinite Stream using Stream.generate()**

**package com.javabrahman.java8.streams;**

**import java.util.stream.Stream;**

**public class InfiniteStreams {**

**public static void main(String args[]) {**

**Stream.generate(Math::random)**

**.limit(5)**

**.forEach(System.out::println);**

**}**

**}**

**OUTPUT of the above code**

0.8756068395647292  
0.7717064739685572  
0.8199061254640724  
0.6481411588818413  
0.8075238156216996

**Explanation of the code**

* **Math.random()** method generates a random value between **0.0** and **1.0** every time it is called. The [function descriptor](https://www.javabrahman.com/java-8/function-descriptors-java-8-explained/) of **Math.random()** method matches that of the Supplier Functional Interface, so **Math.random()** is passed as an input to **Stream.generate()** method using its [method reference](https://www.javabrahman.com/java-8/java-8-method-references-tutorial-examples/) – **Math::random**.
* **Stream.generate()** method invokes **Math.random()** repeatedly to produce an infinite **Stream** of values between **0.0** and **1.0**.
* The output stream is limited to **5** elements using **Stream.limit()** method.
* Output **Stream**is as expected with 5 random values as shown above..

**Summary**  
In this tutorial we looked at what are infinite streams and how they can be generated using the static **Stream.iterate()** and **Stream.generate()** methods with Java 8 code examples to understand their usage.

**Java 8 Reducing with Streams | reduce method tutorial with examples**

[September 21, 2016](https://www.javabrahman.com/java-8/java-8-reducing-with-streams-reduce-method-tutorial-with-examples/)

**Introduction** – Java 8 Reducing with Streams tutorial starts with explaining the **concept of reducing in Streams**. It then looks at the **Streams API’s** **reduce()** **method** and how it can be used to **perform reduction operations on streams of data**. **Java 8 code examples** are used to demonstrate the method’s usage. This tutorial assumes that the reader is familiar with basics of [Java 8 Streams API](https://www.javabrahman.com/java-8/java-8-streams-api-tutorial-with-examples/).

**What is ‘reducing’ in the context of Streams**  
Reducing in the context of Java 8 Streams refers to the process of combining all elements in the stream repeatedly to produce a single value which is returned as the result of the reduction operation.

Given a stream of elements there could be various ways in which one can reduce (or combine) them to a single resultant value such as summation of all elements (for numeric types), finding the maximum element from among all the elements (based on the elements’ comparison order), and similar operations for combining multiple elements into a single resultant value.

**The primary requirement of any reduction operation’s logic** is that it should use two operands for the operation which are –

1. The collective value aggregated or derived from the elements encountered so far which will be of the same type as the type of elements in the stream.
2. The value which is encountered next as the unprocessed value in the stream.

Due to this inherent nature of reduction operations requiring two operands both of which are of the same type as the type of elements in the stream being processed, Stream API’s **reduce()** method also uses a BinaryOperator function for defining the reduction operation logic.

Let us now take a look at how the Stream API’s **reduce()** operation is defined and used.

**Stream.reduce() method**  
**Stream.reduce()** method has the following signature –

**T reduce(T identity, BinaryOperator<T> accumulator);**

Where,  
     – **identity** is initial value of type **T** which will be used as the first value in the reduction operation.  
     – **accumulator** is an instance of a **BinaryOperator** Function(Functional Interface) of type **T**.

How the **stream.reduce()** operation works is that it applies the **BinaryOperator** function’s logic to the elements of the stream repeatedly. **BinaryOperator** **operates on 2 operands of type** **T** where –

1. **The first operand** contains the reduced (or combined) value till the current processed value in the stream. When the reducing operation starts, the identity value supplied to the reduce() method is used as this operand’s value.
2. **The second operand** is the next unprocessed value obtained from the Stream.

*(Note that 1 & 2 exactly match reduction operation’s operand definition described above)*

**Stream.reduce()** is a [terminal operation](https://www.javabrahman.com/java-8/understanding-java-8-streams-operations-intermediate-and-terminal-operations-tutorial-with-examples/).

Let us now move to the **1st** example where the reduction operation sums up all elements of the stream. After the code I will explain in detail how the summation logic works using the **Stream.reduce()** method.

**Example 1: Finding aggregate of stream elements using Stream.reduce() method**

**Example 1-Java 8 code showing Stream.reduce() method for aggregation**

|  |
| --- |
| //Employee.java  package com.javabrahman.java8;  public class Employee{    private String name;    private Integer age;    private Double salary;    public Employee(String name, Integer age, Double salary){      this.name=name;      this.age=age;      this.salary=salary    }    //getters and setters for name and age attributes go here    //overridden equals() and hashcode() go here    public String toString(){      return "Employee Name: "+this.name        +"  Age: "+this.age        +"  Salary: "+this.salary;    }  }  //ReducingWithStreams.java  package com.javabrahman.java8.streams;  import com.javabrahman.java8.Employee;  import java.util.Arrays;  import java.util.List;  public class ReducingWithStreams {    static List<Employee> employeeList = Arrays.asList(        new Employee("Tom Jones", 45, 7000.00),        new Employee("Harry Major", 25, 10000.00),        new Employee("Ethan Hardy", 65, 8000.00),        new Employee("Nancy Smith", 22, 12000.00),        new Employee("Deborah Sprightly", 29, 9000.00));      public static void main(String[] args) {      Double totalSalaryExpense = employeeList.stream()                                 .map(emp -> emp.getSalary())                                 .reduce(0.00,(a,b) -> a+b);      System.out.println("Total salary expense: "+totalSalaryExpense);     }  } |

**OUTPUT of the above code**

Total salary expense:  46000.0

**Explanation of the code**

* **Employee** is the class of which we will be creating a **Stream**. It has two main attributes – **name** and **age**.
* **employeeList** is a static list of 5 **Employee**s.
* Our aim is to calculate the total salary expenses of the company for which we will find the sum of all employee’s salaries using **Stream.reduce()** method.
* We start off with creating a **Stream** of **Employee**s from **employeeList** using the **stream()** method of **List** interface.
* We then [map the Stream](https://www.javabrahman.com/java-8/java-8-mapping-with-streams-map-flatmap-methods-tutorial-with-examples/) of Employee objects into a **Stream** of *salaries of employees* of type **Double**.
* Next we use the **reduce()** method, pipelined to the **Stream** of **Double**-valued salaries, to start aggregating the salaries. We pass the [lambda expression](https://www.javabrahman.com/java-8/lambda-expressions-java-8-explained-examples/) – **(a,b) -> a+b** for specifying the **BinaryOperator**function’s logic.
* This is how the reduction operation (of aggregation) will work as the **Double**-valued salaries are encountered by the **reduce()** method –
  + **1stcall** to the **BinaryOperator** function – **Sum of 0.00**(initial value) **+ 7000.00**(1st value from stream)
  + **2ndcall – 7000.00**(sum till now) **+ 10000.00**(2nd value from stream)
  + **3rdcall – 17000.00**(sum till now) **+ 8000.00**(3rd value from stream)
  + **4thcall – 25000.00**(sum till now) **+ 12000.00**(4th value from stream)
  + **5thcall – 37000.00**(sum till now) **+ 9000.00**(5th value from stream)
* The total salary expense of **46000.00** is returned as the resultant value of **stream()** operation and assigned to the **totalSalaryExpense** variable which is then printed as output.

Let us now take a look at the **2nd example** showing the **reduce()** **method usage**.This time we will find the employee with the maximum salary from among all employees.  
*(Note – The****Employee****class and static****employeeList****are same as the above example and hence have been left out of the code below for brevity)*

**Example 2: Using Stream.reduce() method for finding employee with maximum salary**

**Example 2-Stream.reduce()method for finding employee with maximum salary**

|  |
| --- |
| public static void main(String[] args) {  Optional<Employee> maxSalaryEmp=employeeList.stream()      .reduce((Employee a, Employee b) -> a.getSalary() < b.getSalary() ? b:a);  if(maxSalaryEmp.isPresent())    System.out.println("Employee with max salary: "+maxSalaryEmp.get());  } |

**OUTPUT of the above code**

Employee with max salary:    Employee Name: Nancy Smith   Age:22   Salary: 12000.0

**Explanation of the code**

* Our aim is to find the Employee object with the maximum value stored in the salary attribute using **Stream.reduce()** method.
* We start off with creating a **Stream** of **Employee**s from **employeeList** using the **stream()** method of **List** interface.
* Next we use the **reduce()** method, pipelined to the **Stream** of **Employee**objects, to start with the process of finding the employee with the maximum salary. We pass the lambda expression- **(Employee a, Employee b) -> a.getSalary()< b.getSalary() ? b : a** for specifying the **BinaryOperator**function’s logic.
* This example uses the overloaded variant of **reduce()** method which doesn’t take the initial value and returns an **Optional<Employee>** type of value containing the result.
* This is how the reduction operation (of finding maximum salary) will work as the salaries are encountered by the **reduce()** method –
  + **1stcall** to the **BinaryOperator** function – **returns maximum of 7000.00**(1st value from stream) **and 10000.00**(2nd value from stream)
  + **2ndcall – returns max of 10000.00**(max value till now) **and 8000**(3rd value from stream)
  + **3rdcall – returns max of 10000.00**(max value till now) **and 12000.00**(4th value from stream)
  + **4thcall – returns max of 12000.00**(max value till now) **and 9000.00**(5th value from stream)
* **12000.00** is the maximum value and the **Employee** object with this salary is returned inside an **Optional<Employee>** instance and assigned to **maxSalaryEmp** variable.
* We check for presence of value inside **maxSalaryEmp** using **Optional**’s **isPresent()** method and then print the **Employee** object obtained using **Optional.get()** method.

**Conclusion** – In this tutorial we first learnt what is meant by reducing in the context of Java 8 Streams. Next we looked at the **reduce()** method provided by Streams API for the purpose of performing reduction operations. Lastly, we understood the working of the **reduce()** method by looking at code examples for two different stream reduction operations of aggregation and finding the maximum value.

**Default Methods in Java 8 with examples**

[November 1, 2015](https://www.javabrahman.com/java-8/default-methods-in-java-8-with-examples/)

This tutorial explains what are default methods in Java 8 with examples, why they are useful and how they can be used to enhance the design of your code.

**A little background**: Prior to Java 8 interfaces could not have any implemented code. Methods defined in an interface for a *type* were considered to be the API methods for that *type* and any classes implementing that API had to implement all the methods. Well, the API part is still true in Java 8 i.e. interfaces will act as APIs for your design. However, interfaces *can* have implemented code in Java 8. These can be written in 2 ways – static methods & default methods. I have dealt with static methods in a [separate article](https://www.javabrahman.com/java-8/java-8-static-methods-vs-default-methods-in-interfaces/). This article will focus on default methods.

**What are Default Methods**  
Default methods are methods implemented in an interface, are non-abstract, and marked by the modifier **default**. These methods are available to all classes which implement this interface.

**Format of default methods**  
Inside an interface we need to mark a default method with the modifier **default** as shown in example below –

**Interface with a default method**

**//MyInterface.java**

**public interface MyInterface{**

**default void printHello(){**

**System.out.println("Hello Default");**

**}**

**}**

**//MyInterfaceImpl.java**

**public class MyInterfaceImpl implements MyInterface{**

**public static void main(String args[]){**

**new MyInterfaceImpl().printHello();**

**}**

**}**

**OUTPUT obtained by running MyInterfaceImpl**

 Hello Default

**Few points to note about the above program**

* **MyInterface**implements a default method **printHello()**.
* Method **printHello()** is implemented to simply print **"Hello Default"**.
* **MyInterfaceImpl**class implements **MyInterface**
* In the main method of **MyInterfaceImpl** when **printHello()** method is invoked on an instance of **MyInterfaceImpl** then it calls the default implementation of **printHello()** and prints **"Hello Default"**

**How are default methods Useful**  
Default methods are useful in a big way for API designers and indirectly for API implementors. Lets see how. Lets say we define an interface for a group of handheld devices called **DeviceAPI**. It has methods like **getOS()**, **getMaxResolution()** and **getBrand()** – all abstract. Our interface **DeviceAPI** would then look like this –

**DeviceAPI.java**

**public interface DeviceAPI{**

**public String getOS();**

**public String getMaxResolution();**

**public String getBrand();**

**}**

Now, over a period of time many devices are rolled out and for each new device we implement the **DeviceAPI**interface and hence, we also implement all the abstract methods. Its all going fine when we come to know that a wearable device has come out which needs to have a check for whether bluetooth is enabled on the device.

We promptly write a method **isBlueToothEnabled()** in the interface **DeviceAPI**. But then we notice that **DeviceAPI** has had more than a few, infact 20-30 implementations, many of these implementations were done by device vendors using this API and we have no access to their source code. If we go ahead and add this new method **isBlueToothEnabled()** to **DeviceAPI**, everything will be fine for the vendors till they do not recompile their implementation class along with the new **DeviceAPI**. Then their code will start failing as compiler will not find the new method in their implementation. Secondly, we will have to change *all* of the 20-30 implementations. Even though that device maybe a wearable type of device or not.

**How to overcome the issue of adding a new functionality to the API without breaking the code**  
Till Java 7 this kind of new functionality was very difficult to introduce due to the problems we noted above. But in Java 8 we have a solution for this. **We can implement this isBlueToothEnabled() method as a default method in DeviceAPI.** This implementation will then automatically be available to all the classes which implement **DeviceAPI**.

The code for **DeviceAPI** with the default method would look like this –

**DeviceAPI.java with default method**

**public interface DeviceAPI{**

**default boolean isBlueToothEnabled(){**

**//default method implementation goes here**

**}**

**public String getOS();**

**public String getMaxResolution();**

**public String getBrand();**

**}**

**Default methods as optional**  
To continue with the previous example, our design was good and default methods solved the problem. However, many device vendors complained that their classes were unnecessarily getting this new method **isBlueToothEnabled()**. Vendors complain to us that their maintenance engineers may end up using this method as they might miss reading the documentation around this method. Basically, vendors want this method to be available if they need it, else they do not want to support this method for their devices.

As owners of **DeviceAPI** we then tweak the default implementation of **isBlueToothEnabled()** method to the one shown below –

**DeviceAPI.java with default method made optional to inherit**

**public interface DeviceAPI{**

**default boolean isBlueToothEnabled(){**

**throw new UnsupportedOperationException();**

**}**

**public String getOS();**

**public String getMaxResolution();**

**public String getBrand();**

**}**

**Lets understand how the above code solves our problem**

* **isBlueToothEnabled()** is the default method. However, it does not contain any implementation.
* **isBlueToothEnabled()** by default throws **UnsupportedOperationException**.
* Any class which implements **DeviceAPI** will not be forced with a default implementation if they do not need it. By default, this new operation **isBlueToothEnabled()** will be unsupported.
* Only when an implementation class really needs the **isBlueToothEnabled()** method they will override this method and write their own version
* A default method written in the above way thus becomes *optional*.

**Default Methods and multiple inheritance**  
A class can implement multiple interfaces and each of these interfaces can have default methods. Then this becomes an instance of multiple inheritance which was till Java 7 not possible in Java while it was possible in languages such as C++. Multiple inheritance in Java 8 using default methods is a topic on its own and I have written a separate tutorial on it here – [multiple inheritance tutorial](https://www.javabrahman.com/java-8/java-8-multiple-inheritance-of-behavior-from-interfaces-using-default-methods/).

**Summary**  
This concludes the tutorial on default methods where we understood what are default methods, how we implement default methods in Java 8 interfaces, what kind of a basic design extensibility default methods solve,had a look at making default methods optional and lastly saw that default methods enable multiple inheritance in Java.

**Java 8 Multiple Inheritance of Behavior from Interfaces using Default Methods**

[November 7, 2015](https://www.javabrahman.com/java-8/java-8-multiple-inheritance-of-behavior-from-interfaces-using-default-methods/)

This article explains how default methods enable multiple inheritance of behavior in Java 8 using the new default methods feature in Interfaces.

**Multiple Inheritance of Behavior with Default Methods**  
Until Java 7 multiple interface inheritance was possible but interfaces were not allowed to have concrete methods. Thus, behavior inheritance was not possible. With Java 8, where interfaces can now have [default methods](https://www.javabrahman.com/java-8/default-methods-in-java-8-with-examples/) implemented in them, it is now possible to have a derived class inherit methods from multiple parent interfaces. So, multiple inheritance of behavior is now possible.

**Example to understand multiple inheritance using default methods**
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In the above class diagram –

* A is an interface with a default implemented method **printUsingA()**.
* B is an interface with a default implemented method **printUsingB()**.
* C is a concrete class implementing both A and B interfaces.

Now, since C implements both A & B interfaces, it inherits the default methods of both the interfaces. An instance of C can thus be used to invoke default methods of A and B. Lets see code of such an invocation on class C below, starting off with code defining interfaces A & B –

**Java 8 code showing multiple inheritance for interfaces A,B & class C**

|  |
| --- |
| //A.java  public interface A{    public default void printUsingA(){      System.out.println("Print from A");    }  }  //B.java  public interface B{    public default void printUsingB(){      System.out.println("Print from B");    }  }  //C.java  public class C implements A,B{    public static void main(String args[]){      C cObj=new C();      cObj.printUsingA();      cObj.printUsingB();    }  } |

**OUTPUT of the above code**

Print from A  
Print from B

**Explanation of the code**

* In the **main()** method of C an instance of C called cObj is created.
* Methods **printUsingA()** & **printUsingB()** are invoked on cObj.
* Multiple inheritance of behavior is thus achieved as C inherits 2 implemented methods(or behaviors from A & B).

**Conflict Resolution in case of inheriting methods with same signature**  
We just saw above how C inherits implemented default methods from interfaces A & B. The two inherited methods had different names so there was no confusion. But what if the default methods being inherited had the same signatures – same name and same return types. Java 8 provides resolution rules for this.

**I have covered conflict resolution rules for such scenarios and the classic diamond problem resolution in my next article which you can**[read here](https://www.javabrahman.com/java-8/java-8-multiple-inheritance-conflict-resolution-rules-and-diamond-problem/)**.**

**Java 8 Multiple Inheritance Conflict Resolution Rules and Diamond Problem**

[November 8, 2015](https://www.javabrahman.com/java-8/java-8-multiple-inheritance-conflict-resolution-rules-and-diamond-problem/)

This article explains how to resolve conflicts when inheriting [default methods](https://www.javabrahman.com/java-8/default-methods-in-java-8-with-examples/) with same signatures from multiple interfaces using java 8’s conflict resolution rules. It then looks in to the classic Diamond Problem and its resolution in Java 8.

**What is default method resolution conflict**  
In my previous article I explained how Java 8 supports [multiple inheritance](https://www.javabrahman.com/java-8/java-8-multiple-inheritance-of-behavior-from-interfaces-using-default-methods/) of behavior using default methods. However, *what-if* the multiple default interfaces implemented have default methods with the same signatures. Then which of the default implementations from the many parent interfaces will be invoked in the implementing class.

Java 8 designers have thought of this conflict and have defined resolution rules for such scenarios. Let us now take a look at the possible conflict scenarios and the resolution rules in-built in Java 8 for avoiding them.

**Conflict resolution rules for inherited default methods**  
Conflict Resolution Rules for inherited default methods **in order of precedence are –**

* **Rule 1 – Classes take higher precedence than interfaces** – Any method inherited from a class or a superclass is invoked over any default method inherited from an interface.  
  *Example to explain Rule 1*
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In the above class diagram, Class C inherits default method print() from interface A, interface B and super class C. If print() method is invoked in Class C then the implementation in super class C is executed.

* **Rule 2 – Derived interfaces or sub-interfaces take higher precedence than the interfaces higher-up in the inheritance hierarchy** – If default methods with the same method signature exist in an interface and its child interfaces, then the default method from the child interface is invoked.  
  *Example to explain Rule 2*
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In the above class diagram, interface B inherits from interface A. Both have a default method print() with the same signature. Class C implements both interfaces A & B. When print() method is invoked on an instance of class C then the implementation in interface B is invoked as it is the lowest child/most derived interface in the inheritance hierarchy.

* **Rule 3 – In case Rule 1 and Rule 2 are not able to resolve the conflict then the implementing class has to specifically override and provide a method with the same method definition** – The implementing class can, of course, invoke the specific default method from the specific parent interface to get desired behavior. But still the class needs to override and invoke the default method to resolve the conflict.  
  *Example to explain Rule 3*
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In the above class diagram, class C inherits from interfaces A & B, both of which have the default implementations of print(). Since, both interfaces A & B are parents of C, they are at the same hierarchy level, and hence, C has to provide its own implementation of method print().  
*Important Note* – Inside Class C’s implementation of print() method it should invoke the specific implementation of interface A or B. For this Java 8 has a special syntax –

**<super-interface-name>.super<method-name>**

In this case print() method in class C will invoke print() method of B,its parent, like this – **B.super.print()**

**Diamond Problem Revisited with Java 8’s Default Methods in Interfaces**  
Diamond Problem, wherein the grand-child class has both of its parents inheriting from a single grand-parent class, is a common problem faced in languages with multiple inheritance. Java 8 is affected by the diamond problem in 2 ways/2 scenarios which I will cover below –

* **Scenario 1 of diamond problem in Java 8** –
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In the above class diagram, interfaces Beta & Gama implement interface Alpha. Class Delta is a concrete class and it implements both the interfaces Beta & Gama. The question in this scenario is that if Delta invokes the print() method, then which one will be invoked – the one inherited from Beta or that which was inherited from Gama?  
(*On a side note – If one sees the 4 inheritance arrows marked “extends” then they form a diamond shape and hence the name Diamond Problem*).  
**Resolution for Scenario 1 of Diamond Problem** –  
Java 8 resolves this situation by considering that there is only one implementation of print() method, which is in class Alpha. Hence, when Delta invokes print() then the implementation of print() in Alpha is executed.

* **Scenario 2 of diamond problem in Java 8** –
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In the above class diagram, interfaces Beta & Gama implement interface Alpha like in scenario 1 above. However, here both of them override the print() method of Alpha. Now, when Delta wants to invoke print() which instance of print() will be invoked, the one inherited from Beta or the one inherited from Gama?  
**Resolution for Scenario 2 of Diamond Problem** –  
The answer lies in Rule 3 of the conflict resolution scenarios described earlier in this tutorial. Delta will have to override print() method and explicitly invoke the print() method on one of its parents – Beta or Gama. This will resolve the issue.

**Summary**  
In this tutorial we looked at what do we mean by conflict resolution when inheriting behavior from multiple interfaces using default methods and rules defined in Java 8 for resolving these conflicts. We then looked at couple of scenarios how Diamond Problem can occur in Java 8 along with how to resolve them in Java 8.

**Java 8 Static Methods vs Default Methods in Interfaces**

[November 3, 2015](https://www.javabrahman.com/java-8/java-8-static-methods-vs-default-methods-in-interfaces/)

This article explains Java 8 Static Methods and Default Methods in Interfaces w.r.t to their various aspects with examples. An important point to understand before we start looking at static and default methods in interfaces is that they are *not* an either/or options. Its not like you have to choose one of them to implement. On the contrary, static and default methods work together to deliver the full functionality of an interface.

**Quick Introductions to Static & Default Methods**  
**What are Static Methods**: These are methods written in Interfaces which are static. Till Java 7, static methods were only allowed on Classes. Beginning Java 8 static methods are now allowed in Interfaces as well.  
Static methods in interfaces are accessible through the interface name like this –  
**<Interface-Name>.<Static-Method-Name>**.  
For example:**java.util.Predicate** Interface has a static method **isEqual()** which can be accessed like this **Predicate.isEqual()**.  
Note – This is same as the way static methods are accessed on a Class.

**What are Default Methods**: These are methods written in Interfaces, indicated by the modifier **default**. As their name suggests these methods are available by default to all the classes which implement this interface. In case you are not familar with default methods, please refer the detailed article I have written on them here – [default methods tutorial](https://www.javabrahman.com/java-8/default-methods-in-java-8-with-examples/).

**Java 8 Static Methods vs Default Methods in Interfaces**  
Listed below are the main diftferences in the way static and default methods are used in interfaces –  
**Difference 1 – Definition in code\usage**  
Lets see how static and default methods are defined in code with an example –

**Java 8 code showing static and default methods' definition**

**//InterfaceWithDefaultStatic.java**

**public interface InterfaceWithDefaultStatic {**

**public static void staticMethod() {**

**System.out.println("Static Method's print");**

**}**

**public default void defaultMethod() {**

**System.out.println("Static Method's print");**

**}**

**}**

**A static method is defined similar to the way a static variable or method is defined in classes** –  
**<access modifier> static <return-parameter> method-name([<method-params>])[throws <Exceptions>]**  
Example: **public static void staticMethod()**

**A default method is defined in a very similar way except that instead of static keyword, the defaultkeyword is used** –  
**<access modifier> default <return-parameter> method-name([<method-params>])[throws <Exceptions>]**  
Example: **public default void defaultMethod()**

**Difference 2 – Scope for method invocation**  
**A static method is visible/usable in Interface Scope.** Once the interface has been compiled, then the static method can be invoked as –  
**<Interface-Name>.<static-method-name>([params])**  
For Example: For the code shown in difference-1 above, **staticMethod()** would be invoked as – **InterfaceWithDefaultStatic.staticMethod()**

**A default method is visible\usable in the object instance scope.** A Class needs to implement the interface containing the default method, then the default method can be invoked on the instance of the implementing class. The format of invocation of a default method is –  
**<ObjectInstance-name>.<default-method-name>([params])**  
For Example: Lets say there is a class named **DefaultImpl** as shown below –

**DefaultImpl.java**

**public class DefaultImpl implements InterfaceWithDefaultStatic{**

**//class contents**

**}**

For the above class **DefaultImpl**, to invoke the default method we will have to create an instance of the class, and then invoke it like this –

**Invocation of default method of DefaultImpl.java**

**DefaultImpl defaultImplInstance=new DefaultImpl();**

**defaultImplInstance.defaultMethod();**

**Difference 3 – Purpose served in the overall design**  
**When to design\use Static Methods**: Static Methods are the utility(util) methods which are associated to an Interface. So, in case you need any util methods which can operate on an Interface’s implementing class’s instances, then add that as a static method to the Interface itself.

Until Java 7, the general practice was to have such util methods in a separate utility class which contains all the static methods which can be invoked on an interface’s implementation’s instance.  
For example: Collections class has a sort method –  
**static <T> void sort(List<T> list, Comparator<? super T> c)**.  
This is how any list was sorted till Java 7. The sorting util methods is present in the Collections Class as a static method.

From Java 8 onwards, since Interfaces can have static methods, it makes the design more cohesive by keeping these static util methods inside List itself. The Java designers also thought of the same and added a static method **sort()** to List –  
**default void sort(Comparator<? super E> c)**  
**To summarize, whenever you need a static utility method for interface’s implementors, add that static utility method in Interface itself as a static method.**

**When to design\use Default Methods**: Default methods are used when a feature is added to an existing hierarchy of classes which is not needed for the whole hierarchy.In that case, making that method an abstract method makes it mandatory for all the classes in the hierarchy to implement. This is an unnecessary overhead and a maintenance nightmare.  
In this scenario, it is much simpler to add that method as a default method so that any Interface implementation which wants to use it can do so and the rest of the implementations can just ignore it. In effect making the functionality implemented through default methods an *optional* feature rather than a *mandatory* one.

**Summary**  
In the above article we looked at the basics of the new static and default methods in interfaces. Then we looked at the key differences in their usage from syntax, scope and design angles.

**Java 8 – java.util.stream.Collector basics tutorial with examples**

[February 13, 2017](https://www.javabrahman.com/java-8/java-8-java-util-stream-collector-basics-tutorial-with-examples/)

Collectors play an important role in Java 8 streams processing. They ‘collect’ the processed elements of the stream into a final representation. Invoking the **collect()** method on a Stream, with a Collector instance passed as a parameter ends that Stream’s processing and returns back the final result.**Stream.collect()** is thus a [terminal operation](https://www.javabrahman.com/java-8/understanding-java-8-streams-operations-intermediate-and-terminal-operations-tutorial-with-examples/).

*But what exactly does a Collector do apart from ending a Stream and handing back the processed data? Which internal components of a Collector work in tandem to enable to produce the resulting Collection? Which collection operations are pre-defined as part of Java 8 language API?*

In this tutorial I will attempt to answer the above fundamental questions about Collectors. We will start with formally defining a Collector and its capabilities. Next, we will see various components of a Collector and understand how they work together. We will then look at the interface**java.util.stream.Collector** and understand how the components of Collector use the interface members. Next, we will have a quick overview of the commonly used predefined collectors defined in**java.util.Stream.Collectors** class. We will finish this tutorial with a Java code example showing a predefined Collector in action.

**What is java.util.stream.Collector – formal definition**  
The official java doc for **java.util.stream.Collector** defines it as[1](https://www.javabrahman.com/java-8/java-8-java-util-stream-collector-basics-tutorial-with-examples/#ref1) –

*A Collector is a mutable reduction operation that accumulates input elements into a mutable result container, optionally transforming the accumulated result into a final representation after all input elements have been processed.*

The above definition does seem a bit overbearing in terminology, at least for someone new to functional programming per say! Let me make an attempt to make it more comprehensible by stating it as below –

*A Collector is a terminal operation which reduces the stream being processed to a Collection. For this reduction it uses a single modifiable collection instance in which it adds all the processed stream elements as it encounters them. Collector also comes with the feature of optionally mapping the stream elements to an equivalent form using specified logic while they are being collected.*

I hope the above definition makes it clear what you can do with a Collector at least at a high level. We will of course take a deep dive into understanding Collectors, but before that I need to explain an important concept mentioned in the formal Collector definition above – that of a ***mutable reduction operation***.

**What is a mutable reduction operation**

A mutable reduction operation(such as **Stream.collect()**)collects the stream elements in a mutable result container(collection) as it processes them. Mutable reduction operations provide much improved performance when compared to an immutable reduction operation(such as **Stream.reduce()**). This is due to the fact that the collection holding the result at each step of reduction is mutable for a Collector and can be used again in the next step. **Stream.reduce()** operation, on the other hand, uses immutable result containers and as a result needs to instantiate a new instance of the container at every intermediate step of reduction which degrades performance.

**What (all) does a Collector do internally when it collects?**  
A collector collects the elements of a stream into a mutable container as we understood above. But internally it does a lot more than simply ‘collect’. Drawn next is a diagram showing a Collector in action as it collects –

![Java 8 Collector's internal tasks](data:image/png;base64,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)

As you can see in the above diagram there are broadly 5 steps*(marked by 5 orange markers)* which a typical Collector goes through while processing a Stream of elements. Let us quickly understand each of these steps –

* **Step 1 – *Supplier* provides the mutable empty result container**: Supplier is an instance of the [Supplier](https://www.javabrahman.com/java-8/java-8-java-util-function-supplier-tutorial-with-examples/)functional interface which provides an instance of a Collection(or Map) to hold the collected elements.
* **Step 2 – *Accumulator* adds individual elements into the result container**: Accumulator is an instance of **BiConsumer** functional interface. It adds individual elements of stream encountered by it into the result container. Accumulation action in this step is known as a fold in functional programming parlance.
* **Step 3 – *Combiner* combines two partial results**: Combiner is an instance of a **BinaryOperator** functional interface which combines two partial results returned by two separate groups of accumulations done in parallel.
* **Step 4 – Optional *Finisher* to put the processed elements in a desired form**: Finisher is an instance of a [Function](https://www.javabrahman.com/java-8/java-8-java-util-function-function-tutorial-with-examples/) interface and its use is optional. If required, a Finisher can be used to map the collected elements in the result container to a different required form.
* **Step 5 – Final Result**: The final collected elements are returned by the Collection in the result container i.e. Collection instance.

Having seen the four important components of a Collector, viz. Supplier, Accumulator, Combiner and Finisher, it is time now to get introduced to the interface – **Collector<T,A,R>**.

**Collector interface**  
(**java.util.stream.Collector**) interface is defined as follows –

**public Interface Collector<T,A,R>**

Where,  
     – **T** is element type being processed by the Stream and is to be ‘collected’  
     – **A** is the type of the accumulated result container which keeps on getting elements (of type **T**) added throughout the ‘collecting’ process.  
     – **R** is the type of the result container, or the collection, which is returned back as the ‘final’ output by the collector

**How Collector interface members are used by 4 components of a Collector**

* ***Supplier*** provides empty instance(or instances for parallel collectors) of type A to begin the accumulation of elements
* ***Accumulator*** uses an instance of A to collect T.
* ***Combiner*** combines two partial accumulated results of type A to produce a combined instance of A.
* ***Finisher*** maps A to R using a mapping function.

So far, we have understood the components of a Collector, and how these components work together and produced the final results. *At this point you may be wondering whether for simple tasks, such as collecting the processed elements of a Stream, you will need to implement so many types and components*? The good news is – *you need not!* This is where the predefined collectors come in handy.

**Predefined collectors overview**  
Java 8 designers have thought of the most common mutable reduction operations which might be required by application developers. Implementation for these operations have been provided as individual static methods in **java.util.stream.Collectors** class. Let us now take a look at the important reduction operations already implemented in **Collectors** class and their purpose.

| **Reduction Operation(s)** | **Method(s)** | **Purpose** |
| --- | --- | --- |
| **averaging** | **averagingDouble(), averagingLong(),**[averagingInt()](https://www.javabrahman.com/java-8/java-8-how-to-use-collectors-averagingint-averaginglong-averagingdouble-with-examples/) | **To average elements of type Double/Long/Integer after applying a mapping function to the elements to extract respective values to be averaged** |
| **counting** | [counting()](https://www.javabrahman.com/java-8/java-8-counting-with-collectors-collectors-counting-method-tutorial-with-examples/) | **Count the number of stream elements** |
| **grouping** | [groupingBy()](https://www.javabrahman.com/java-8/java-8-grouping-with-collectors-groupingby-method-tutorial-with-examples/) | **To produce Map of elements grouped by grouping criteria provided** |
| **String concatenation** | [joining()](https://www.javabrahman.com/java-8/java-8-joining-with-collectors-collectors-joining-method-tutorial-with-examples/) | **For concatenation of stream elements into a single String** |
| **mapping** | [mapping()](https://www.javabrahman.com/java-8/java-8-how-to-use-collectors-mapping-collector-with-examples/) | **Applying a mapping operation to all stream elements being collected** |
| **minimum and maximum determination** | [minBy()/maxBy()](https://www.javabrahman.com/java-8/java-8-finding-maxmin-with-collectors-maxby-minby-methods-tutorial-with-examples/) | **To find minimum/maximum of all stream elements based on Comparator provided** |
| **partitioning** | [partitioningBy()](https://www.javabrahman.com/java-8/java-8-partitioning-with-collectors-partitioningby-method-tutorial-with-examples/) | **To partition stream elements into a Map based on the Predicate provided** |
| **reduction** | **reducing()** | **Reducing elements of stream based on BinaryOperator function provided** |
| **summarization** | **summarizingDouble(), summarizingLong(),**[summarizingInt()](https://www.javabrahman.com/java-8/java-8-how-to-use-collectors-summarizingint-summarizinglong-summarizingdouble-with-examples/) | **To summarize stream elements after mapping them to Double/Long/Integer value using specific type Function** |
| **summation** | **summingDouble(), summingLong(), summingInt()** | **To sum-up stream elements after mapping them to Double/Long/Integer value using specific type Function** |
| **collect into a Collection** | [toCollection()](https://www.javabrahman.com/java-8/java-8-how-to-use-collectors-tocollection-collector-with-examples/) | **To collect stream elements into a collection** |
| **collect into a Map/ConcurrentMap** | **toMap()/toConcurrentMap()** | **To collect stream elements into a map/concurrent map after applying provided key/value determination Function instances to the elements** |
| **collect in a List** | **toList()** | **Collects stream elements in a List** |
| **collect in a Set** | **toSet()** | **Collects stream elements in a Set** |
| **collect and transform** | [collectingAndThen()](https://www.javabrahman.com/java-8/java-8-how-to-use-collectors-collectingandthen-method-with-examples/) | **Collects stream elements and then transforms them using a Function** |
| **Table: Predefined collectors returned by static methods of java.util.stream.Collectors class** *(Links to individual tutorials on each Collector type is in the****Method(s)****column*) | | |

As you can see, the above list of predefined collectors is quite exhaustive and covers a wide range collector usages. As a result, most of the times your collecting needs will be fulfilled by a Collector from the list above. In rare cases, when you need to collect in a way different from those listed, you will have to implement your own custom Collector.

Let us now see how to use a predefined collector returned by method **Collectors.partitioningBy()**. Using this predefined **Collector** one can easily partition the elements of a stream into a Map with elements divided into true/false entries based on an input [Predicate](https://www.javabrahman.com/java-8/java-8-java-util-function-predicate-tutorial-with-examples/) passed to it.  
*(Note – If interested, you can read the full tutorial on partitioningBy Collector*[*here*](https://www.javabrahman.com/java-8/java-8-partitioning-with-collectors-partitioningby-method-tutorial-with-examples/)*)*

**Java 8 Code example showing pre-defined Collector in action**

**Java 8 code showing pre-defined Collector 'Collectors.toList()' usage**

|  |
| --- |
| //BasicCollector.java  import com.javabrahman.java8.Employee;    import java.util.Arrays;  import java.util.List;  import java.util.Map;  import java.util.stream.Collectors;    public class BasicCollector {    static List<Employee> employeeList = Arrays.asList(new Employee("Tom Jones", 45),        new Employee("Harry Major", 25),        new Employee("Ethan Hardy", 65),        new Employee("Nancy Smith", 22),        new Employee("Deborah Sprightly", 29));      public static void main(String args[]){      Map<Boolean,List<Employee>> employeeMap =        employeeList.stream()                    .collect(Collectors.partitioningBy((Employee emp) -> emp.getAge() > 30));      System.out.println("Employees partitioned based on age");      employeeMap.forEach((Boolean key, List<Employee> empList) -> System.out.println(key +"->" + empList));    }    }    //Employee.java(POJO)  package com.javabrahman.java8;  public class Employee {    private String name;    private Integer age;      public Employee(String name, Integer age) {      this.name = name;      this.age = age;    }      //Setters & Getters for 'name' and 'age' go here      public String toString(){      return "Employee Name:"+this.name          +"  Age:"+this.age;     }      @Override    public boolean equals(Object obj) {      if (obj == this) {        return true;      }      if (!(obj instanceof Employee)) {        return false;      }      Employee empObj = (Employee) obj;      return this.age == empObj.age          && this.name.equalsIgnoreCase(empObj.name);    }      @Override    public int hashCode() {      int hash = 1;      hash = hash \* 17 + this.name.hashCode();      hash = hash \* 31 + this.age;      return hash;    }  } |

**OUTPUT of the above code**

Employees partitioned based on age  
false->[Employee Name:Harry Major Age:25, Employee Name:Nancy Smith Age:22, Employee Name:Deborah Sprightly Age:29]

true->[Employee Name:Tom Jones Age:45, Employee Name:Ethan Hardy Age:65]

**Explanation of the code**

* **Employee** is the POJO class for the above example, which contains 2 attributes – **name** and **age**.
* In the **main()** method of **BasicCollector** class we first create a **List** of 5 employees, named **employeeList**, using [Arrays.asList()](https://www.javabrahman.com/corejava/converting-an-array-to-listor-arraylist-in-java-options-and-their-analysis/) method.
* Next we create a stream of elements of **employeeList** using **employeeList.stream()** method.
* We then collect this stream of employee objects using the [pipelined](https://www.javabrahman.com/programming-principles/pipelines-in-computing-and-software-engineering/) **collect()** method to which we pass an instance of **Collector** returned by **Collectors.partitioningBy()** method. We partition the employees based on whether their **age > 30** or not. Accordingly, we pass a [lambda expression](https://www.javabrahman.com/java-8/lambda-expressions-java-8-explained-examples/) for this predicate as input to the **partitioningBy()** method.
* We then print the entries for **employeeMap** returned by the **collect()** method using **Map.forEach()**method. The output is as expected – a **Map** containing two entries for keys – **true** and **false**, and the values contains lists of **Employee** objects satisfying/not satisfying the predicate passed.

**Summary and further articles in the Java 8 Collector Series**  
This tutorial was an introduction to the basics of **Collector** interface, the components of a Collector and how these components act in cohesion to collect the stream elements into a final collection. We also had an overview of the predefined collectors defined in **java.util.stream.Collectors** class and saw a code example showing a predefined collector in action.

The stage is now set for us to delve deeper into the concepts of collectors. To begin with, in the next article of Collectors series, we will explore how a Collector can perform its duty of collecting stream elements in parallel to improve performance. This will be followed by detailed individual tutorials dedicated to each of the predefined Collectors we saw briefly above. The Collectors series will finally culminate with a tutorial explaining how to create a custom collector of your own.

**Java 8 Grouping with Collectors | groupingBy method tutorial with examples**

[March 24, 2017](https://www.javabrahman.com/java-8/java-8-grouping-with-collectors-groupingby-method-tutorial-with-examples/)

**Introduction** – Java 8 Grouping with Collectors tutorial explains how to use the predefined Collector returned by **groupingBy()** method of **java.util.stream.Collectors** class with examples.

The tutorial begins with explaining how grouping of stream elements works using a *Grouping Collector*. The concept of grouping is visually illustrated with a diagram. Next, the three overloaded **groupingBy()** methods in **Collectors** class are explained using their method definitions, Java code examples showing the 3 methods in action and explanations for the code examples. Lastly, a brief overview of the concurrent versions of the three **groupingBy()** methods is provided.  
*(Note – This tutorial assumes that its readers are familiar with the basics of*[*Java 8 Collectors*](https://www.javabrahman.com/java-8/java-8-java-util-stream-collector-basics-tutorial-with-examples/)*.)*

**Understanding the concept of ‘grouping’ using Collectors**  
Given a stream of objects, there are scenarios where these objects need to be grouped based on a certain distinguishing characteristic they posses. This concept of grouping is the same as the ‘group by’ clause in SQL which takes an attribute, or a calculated value derived from attribute(s), to divide the retrieved records in distinct groups. Generally, in imperative style of programming, such grouping of records(objects in OOPS) involves iterating over each object, checking which group the object being examined falls in, and then adding that object in its correct group. The group itself is held together using a **Collection** instance. Java 8’s new functional features allow us to do the same grouping of objects in a declarative way, which is typical of functional rather than [imperative](https://www.javabrahman.com/programming-principles/imperative-versus-functional-programming-paradigms-conceptual/) style of programming, using Java 8’s new *Grouping Collector*.

Grouping collectors use a *classification function*, which is an instance of the Function<T,R> functional interface, which for every object of type **T** in a stream, returns a classifier object of type **R**. Various values of R, finite in number, are the ‘group names’ or ‘group keys’. As the grouping collector works on the stream of objects its collecting from it creates collections of stream objects corresponding to each of the ‘group keys’. I.e. for every value of **R** there is a collection of objects all of which return that value of **R** when subjected to the classification function.

All these R-values and corresponding Collection of stream objects are stored by the grouping collector in a **Map<R, Collection<T>>**, i.e. each **‘key,value’** entry in the map consists of **‘R,Collection<T>’**.

The process of grouping, starting from the application of classification function on the stream elements, till the creation of Map containing the grouped elements, is as shown in the diagram below –
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In the above diagram, the elements of **Stream<T>** are grouped using a classification function returning 4 values of **R** – **r1,r2,r3,r4**. The grouped elements are stored in a **Map<R,Collection<T>>**, with the 4 values of **R** being used as 4 *keys* pointing to 4 corresponding **collections** stored in the **Map**. These **Collection** instances hold the individual grouped elements, which is the required output from the grouping collector.

Having understood now the concept of grouping with collectors, let us now see how to implement grouping collectors in code using the 3 overloaded **groupingBy()** method variants provided in **Collectors** class, starting from the simplest variant which creates a **List** of the grouped elements.

**Variant #1 of Collectors.groupingBy() method – stores grouped elements in a List**  
The simplest of **Collectors.groupingBy()** method variants is defined with the following signature –

**public static <T, K> Collector<T, ?, Map<K, List<T>>> groupingBy(Function<? super T, ? extends K> classifier)**

Where,  
     – input is **classifier** which is an instance of a [Function](https://www.javabrahman.com/java-8/java-8-java-util-function-function-tutorial-with-examples/) functional interface which converts from type T to type K.  
     – output is a Collector with [finisher](https://www.javabrahman.com/java-8/java-8-java-util-stream-collector-basics-tutorial-with-examples#ref1)(return type) as a **Map** with entries having ‘**key,value**’ pairs as ‘**K, List<T>**’

The simplest variant of **groupingBy()** method applies classifier **Function<T,R>** to each individual element of type **T** collected from **Stream<T>**. It then groups elements into individual lists based on the value of **R** they return on application of classifier function, and stores them in a **Map<R,List<T>>**, using the process we had understood in the previous section explaining how a *grouping collector* operates.

**Variant #1 of grouping collector – Java Example**  
Lets say we have a stream of **Employee** objects, belonging to a company, who need to be grouped by their departments, with their **Department** present as an attribute in the **Employee** object. As the end result of applying the grouping collector for achieving this we want a **Map** with keys as departments and corresponding values as **List** of employees in that department. Diagrammatically such as an implementation would be represented as shown below –
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In the above diagram, employees are grouped into 4 departments – HR, OPERATIONS, LEGAL and MARKETING. Let us now see the Java code for implementing the above ‘Department – Employees’ use case, followed by its explanation.

**Java 8 code example for Variant #1 of Collectors.groupingBy()**

|  |
| --- |
| package com.javabrahman.java8.collector;  import java.util.Arrays;  import java.util.List;  import java.util.Map;  import java.util.stream.Collectors;    public class GroupingWithCollectors {    static List<Employee> employeeList = Arrays.asList(        new Employee("Tom Jones", 45, 12000.00,Department.MARKETING),        new Employee("Harry Major", 26, 20000.00, Department.LEGAL),        new Employee("Ethan Hardy", 65, 30000.00, Department.LEGAL),        new Employee("Nancy Smith", 22, 15000.00, Department.MARKETING),        new Employee("Catherine Jones", 21, 18000.00, Department.HR),        new Employee("James Elliot", 58, 24000.00, Department.OPERATIONS),        new Employee("Frank Anthony", 55, 32000.00, Department.MARKETING),        new Employee("Michael Reeves", 40, 45000.00, Department.OPERATIONS));    public static void main(String args[]){      Map<Department,List<Employee>> employeeMap          = employeeList.stream().collect(Collectors.groupingBy(Employee::getDepartment));      System.out.println("Employees grouped by department");      employeeMap.forEach((Department key, List<Employee> empList) -> System.out.println(key +" -> "+empList));      }  }  //Employee.java - POJO Class  package com.javabrahman.java8.collector;  public class Employee {    private String name;    private Integer age;    private Double salary;    private Department department;      public Employee(String name, Integer age, Double salary, Department department) {      this.name = name;      this.age = age;      this.salary = salary;      this.department = department;    }      // Setters/Getters for name,age,salary,department go here      public String toString(){      return "Employee Name:"+this.name;    }      //Standard equals and hashcode implementations go here    }  //Enum Department.java  package com.javabrahman.java8.collector;  public enum Department {    HR, OPERATIONS, LEGAL, MARKETING  } |

**OUTPUT of the above code**

Employees grouped by department

HR -> [Employee Name:Catherine Jones]

LEGAL -> [Employee Name:Harry Major, Employee Name:Ethan Hardy]

OPERATIONS -> [Employee Name:James Elliot, Employee Name:Michael Reeves]

MARKETING -> [Employee Name:Tom Jones, Employee Name:Nancy Smith, Employee Name:Frank Anthony]

**Explanation of the code**

* **Employee** is the POJO class in the above example of which we create a Stream. It has four attributes – **name**, **age**, **department** and **salary**.
* **Department** is an **Enum** with the following values – **HR**, **OPERATIONS**, **LEGAL**, **MARKETING**.
* **employeeList** is a static list of 8 **Employee**s.
* In the **main()** method of **GroupingWithCollectors** class we create a **Stream** of **Employee**s using the **stream()** method of **List** interface.
* On the stream of **Employee**s we call the **collect()** method with predefined **Collector** returned by **Collectors.groupingBy()** method as the parameter.
* The **classification function** passed to **groupingBy()** method is the [method reference](https://www.javabrahman.com/java-8/java-8-method-references-tutorial-examples/) to **Employee.getDepartment()** method specified as **"Employee::getDepartment"**.
* Lastly, the **Map** of employees grouped by department is printed using **Map.forEach()** method. The output is as expected – map contains entries of **‘key,value’**in the form of **‘Department, List<Employee>’**with an *entry* for containing a **Department** as **key** having the **List** of **Employee**s of that **Department**stored as value.

**Variant #2 of Collectors.groupingBy()- uses a user specified Collector to collect grouped elements**  
Whereas the 1st variant always returned a **List** containing the elements of a group, **the 2nd variant of grouping collector provides the flexibility to specify how the grouped elements need to be collected using a second parameter which is a Collector**. So, instead of just storing the groups in resultant **Map** as **Lists**, we can instead store them in say **Sets**, or find the maximum value in each group and store it rather than storing all the elements of a group, or any such collector operation which is applicable on the stream elements.

The 2nd variant of grouping collector is defined with the following signature –

**Collector<T, ?, Map<K, D>> groupingBy(Function<? super T, ? extends K> classifier,  
Collector<? super T, A, D> downstream)**

Where,  
     – 1st input parameter is **classifier** which is an instance of a [Function](https://www.javabrahman.com/java-8/java-8-java-util-function-function-tutorial-with-examples/) functional interface which converts from type **T** to type **K**.  
     – 2nd input parameter is **downstream** collector which collects the grouped elements into type **D**, where **D** is the specified [finisher](https://www.javabrahman.com/java-8/java-8-java-util-stream-collector-basics-tutorial-with-examples#ref1).  
     – output is a **Collector** with finisher(return type) as a **Map** with entries having ‘**key,value**’ pairs as ‘**K, D**’

**How variant#1 and variant#2 of grouping collector are closely related**  
In the Collectors class’ code, the first variant of grouping Collector which accepts just the classification function as input does not itself return the Collector which processes the Stream elements. Instead, internally it delegates the call forward to the second variant with the call – **groupingBy(classifier, toList())**. So, first variant of grouping collector is thus just a convenient way of invoking the second variant with the downstream collector ‘hardcoded’ as a **List**.

Let us now see the 2nd variant of grouping collector in action with a Java code example.

**Variant #2 of grouping collector – Java Example**  
This example for variant#2 uses the same use case of employees being grouped as per their department but this time instead of storing the grouped elements in a **List**, we will instead store them inside a **Set** in the resultant **Map**.  
*(Note – The****Employee****class and****employeeList****objects with their values remain the same as the previous code usage example and hence are not shown below for brevity.)*

**Java 8 code example for VARIANT #2 of Collectors.groupingBy()**

|  |
| --- |
| public static void main(String args[]){    Map<Department,Set<Employee>> employeeMap      = employeeList.stream()        .collect(Collectors.groupingBy(Employee::getDepartment, Collectors.toSet()));    System.out.println("Employees grouped by department");    employeeMap.forEach((Department key, Set<Employee> empSet) -> System.out.println(key +" -> "+empSet));    } |

**OUTPUT of the above code**

Employees grouped by department

HR -> [Employee Name:Catherine Jones]

LEGAL -> [Employee Name:Harry Major, Employee Name:Ethan Hardy]

OPERATIONS -> [Employee Name:James Elliot, Employee Name:Michael Reeves]

MARKETING -> [Employee Name:Tom Jones, Employee Name:Nancy Smith, Employee Name:Frank Anthony]

**Explanation of the code**

* The code above is ‘nearly’ the same as the code for 1st variant of grouping collector. The main difference is that **Collectors.grouping()** method is now passed a second parameter – **Collectors.toSet()** – which tells the grouping collector to collect the grouped values in individual **Sets**.
* The output with employees grouped in **Sets** looks the same as 1st variant’s output as individual set elements are enclosed between square brackets -‘[]’ – just like they were for **Lists**. But, if you look closely at the code then you will find that the **employeeMap.forEach()** method call now has a **Set<Employee>** specified as the type of **value** rather than a **List** which was the case in the 1st variant.

**Variant #3 of Collectors.groupingBy()- with user specified Supplier function for Map creation and Collector to collect grouped elements**  
Whereas the 1st variant always returned a **List** containing the elements of a group, the 2nd variant of grouping collector provides the flexibility to specify how the grouped elements need to be collected, **the 3rd variant adds the capability to specify how the Map which holds the result is created**. So, using the 3rd variant of grouping **Collector** it can be specified whether the resultant **Map** containing the grouped values is a **HashMap** or a **TreeMap**, or some user specified type of **Map**.

The 3rd variant of grouping collector is defined with the following signature –

**Collector<T, ?, M> groupingBy(Function<? super T, ? extends K> classifier, Supplier<M> mapFactory, Collector<? super T, A, D> downstream)**

Where,  
     – 1st input parameter is **classifier** which is an instance of a [Function](https://www.javabrahman.com/java-8/java-8-java-util-function-function-tutorial-with-examples/) functional interface which converts from type **T** to type **K**.  
     – 2nd input parameter is [Supplier<M>](https://www.javabrahman.com/java-8/java-8-java-util-function-supplier-tutorial-with-examples/) which is a [factory](https://www.javabrahman.com/design-patterns/factory-method-design-pattern-in-java/) supplying **Maps** of type **M**.  
     – 3rd input parameter is **downstream** collector which collects the grouped elements into type **D**, where **D** is the specified [finisher](https://www.javabrahman.com/java-8/java-8-java-util-stream-collector-basics-tutorial-with-examples#ref1).  
     – output is a **Collector** with finisher(return type) as a **Map** with entries having ‘**key,value**’ pairs as ‘**K, D**’

**How variant#2 and variant#3 of grouping collector are closely related**  
In the Collectors class’ code, the second variant of grouping Collector which accepts the classification function along with downstream collector as input does not itself return the collector which processes the stream elements. Instead, internally it delegates the call forward to the third variant with the call – **groupingBy(classifier, HashMap::new, downstream);**. So, second variant of grouping collector is thus just a convenient way of invoking the third variant with the ***Map****factory****Supplier*** ‘hardcoded’ as **HashMap::new**.

Going back a bit, we said something similar about the first and second **groupingBy()** variants as well. **Thus, we actually have a transitive kind of relationship between the three variants. Variant #1 calls variant #2 with downstream collector hardcoded, and variant #2 calls variant #3 with Map Supplier factory hardcoded.**Inferring transitively, we can now say that variant #1 actually calls variant #3 with both the downstream collector and Map Supplier factory hardcoded.

Fortunately, the transitive offloading/delegation between variants ends at variant #3 which actually contains the entire collector logic for a grouping collector.

Let us now see a Java code example showing how to use the 3rd variant of grouping collector.

**Variant #3 of grouping collector – Java Example**  
This example for variant #3 uses the same use case of employees being grouped as per their department. However, this time we will store the grouped elements in a **Set** and tell the grouping collector to store the grouped employees in a **TreeMap** instance instead of the default **HashMap** instance that was internally hardcoded in variant #2.  
*(Note – The****Employee****class and****employeeList****objects with their values remain the same as the previous code usage example and hence are not shown below for brevity.)*

**Java 8 code example for VARIANT #3 of Collectors.groupingBy()**

|  |
| --- |
| public static void main(String args[]){    Map<Department,Set<Employee>> employeeMap      = employeeList.stream()        .collect(Collectors.groupingBy(Employee::getDepartment, TreeMap::new, Collectors.toSet()));    System.out.println("Employees grouped by department");    employeeMap.forEach((Department key, Set<Employee> empSet) -> System.out.println(key +" -> "+empSet));    } |

**OUTPUT of the above code**

Employees grouped by department

HR -> [Employee Name:Catherine Jones]

OPERATIONS -> [Employee Name:James Elliot, Employee Name:Michael Reeves]

LEGAL -> [Employee Name:Harry Major, Employee Name:Ethan Hardy]

MARKETING -> [Employee Name:Tom Jones, Employee Name:Nancy Smith, Employee Name:Frank Anthony]

**Explanation of the code**

* The code above is ‘nearly’ the same as the code for 2nd variant of grouping collector. The main difference is that **Collectors.grouping()** method is now passed a third parameter as well – **TreeMap::new()** – which tells the grouping collector to collect the grouped values in an instance of a **TreeMap**.
* The output with employees grouped in **Sets** corresponding to their departments is similar to what we saw in the java examples for 1st and 2nd variants. However, this time the department names, which are the keys of the result **Map**, are arranged in alphabetical order which was not the case in the previous outputs. This alphabetical ordering is because of the use of **TreeMap** this time which automatically sorts its entries based on the natural ordering of its keys.

**Concurrent versions of grouping collector**  
We saw three **groupingBy()** method variants above which are good but not optimized for concurrent execution. In case you want to execute grouping collectors in a concurrent manner in a multi-threaded execution environment, then you can utilize the three overloaded methods in **java.util.stream.Collectors** class all of whom are named **groupingByConcurrent()**. These three concurrent methods have exactly the same signature as their non-concurrent counterparts – the same input parameters and the same return types respectively – their usage, apart from being used in concurrent contexts, is exactly the same as described above.

**Conclusion**  
In the above tutorial we understood what the concept of grouping in the context of collectors entails, looked at the three grouping collector variants, understood their definition and working in depth using diagrams, code examples, and then saw how the three variants of **groupingBy()** methods are closely interlinked. Lastly, we touched upon the concurrent grouping by collectors as well.

**Java 8 Partitioning with Collectors | partitioningBy method tutorial with examples**

[February 24, 2017](https://www.javabrahman.com/java-8/java-8-partitioning-with-collectors-partitioningby-method-tutorial-with-examples/)

**Introduction** – Java 8 Partitioning with Collectors tutorial explains how to use the predefined Collector returned by **partitioningBy()** method of **java.util.stream.Collectors** class with examples. The tutorial starts off with explaining the concept of partitioning data in Streams with a visual example. It then discusses the advantage that partitioning Streams with Collectors provides over filtering. The partitioningBy() method is then discussed and its usage is shown with a code example. Next, we will take a look at the 2nd variant of **partitioningBy()** method, by extending the visual example we saw earlier, to see how a Collector can be used as to *again* collect the data returned by the application of **partitioningBy()** method. Lastly, we will see a Java code example showing the overloaded partitioningBy() method with a second Collector in action.  
*(Note – This tutorial assumes that you are familiar with basics of*[*Java 8 Collectors*](https://www.javabrahman.com/java-8/java-8-java-util-stream-collector-basics-tutorial-with-examples/)*.)*

**Understanding the concept of ‘partitioning’ using Collectors**  
Given a stream of objects, many-a-times we need to check whether object(s) in the given stream match a specific criteria or not. Instead of writing logic for iterating over the stream elements and checking each object whether it matches the criteria (which is more of an [imperative rather than functional](https://www.javabrahman.com/programming-principles/imperative-versus-functional-programming-paradigms-conceptual/) style of programming), Java 8 Collectors allow declarative partitioning of elements into 2 groups which satisfy/don’t satisfy the given [Predicate](https://www.javabrahman.com/java-8/java-8-java-util-function-predicate-tutorial-with-examples/) of type **T**.

**Example explaining the basic concept of partitioning**  
Suppose you have a collection of blocks. These blocks are in 2 colors – green and red. Now, you want to partition the blocks into their separate color-coded groups. I.e. one collection of green blocks and another collection of red blocks.

Since, our objective is to solve this partitioning problem programmatically, hence we create a representation of this problem in Java. We define an element Color which represents the block, i.e. Color green represents green blocks and likewise Color red represents red blocks. We then create a Stream of these Color objects and use the **Collectors.partitioningBy()** method to partition these objects into 2 lists – one for each color.

This is how the above scenario would look like when drawn as a diagram –
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As shown in above diagram, application of **Collectors.partitioningBy()** method to the Stream of Color objects, with predicate condition as ‘**Color.isRed()**’, results in 2 separate lists of objects being created. These lists are in 2 separate entries in a Map. The objects which return true for ‘**Color.isRed()**’, i.e. Red Color objects, are stored in the Map entry with key ‘**true**’. Similarly, the remaining green objects which return false for ‘**Color.isRed()**’ condition are store in the Map entry with key ‘**false**’.

The Color objects are thus partitioned into 2 Lists which can be retrieved by invoking **Map.get(true)** and **Map.get(false)** respectively.

**Advantage of partitioning using Collectors versus the Stream.filter() operation**  
If you are aware of the [Stream.filter()](https://www.javabrahman.com/java-8/java-8-filtering-and-slicing-streams-tutorial-with-examples/) operation then you would have realized by now that the same conditional fetching of objects based on a provided **Predicate** can be accomplished by filtering stream elements as well. However, the partitioning operation provides a simple but helpful advantage over filtering. At the end of the partitioning operation, the method returns back both the groups of elements – one that satisfy the given **Predicate** and the ones that don’t- *together*. Filtering a stream can provide you the same two groups but you will need to invoke the filtering operation twice – one with the given Predicate and the second time with the negation of that Predicate.

Now that we have seen how partitioning with collectors works, its time to see how to implement partitioning in code using the predefined Collector instance returned by the static method **Collectors.partitioningBy()**.

**Two overloaded variants of Collectors.partitioningBy() method**  
At this point it is important to note that there are actually 2 overloaded static methods named **partitioningBy()** in the **Collectors** class. What we are looking at now is the first of these methods which accepts a **Predicate** instance as its only parameter. There is a second overloaded **Collectors.partitioningBy()** method as well which along with a **Predicate** instance takes another **Collector** instance as the second input parameter. We will look at the second **partitioningBy()** method also in detail after we cover the first one.

**Collectors.partitioningBy() method**  
**Collectors.partitioningBy()** method is defined with the following signature –

**Collector<T, ?, Map<Boolean, List<T>>> partitioningBy(Predicate<? super T> predicate)**

Where,  
     – input is **predicate** which is an instance of a [Predicate](https://www.javabrahman.com/java-8/java-8-java-util-function-predicate-tutorial-with-examples/) Functional Interface of type **T**  
     – output is a Collector with [finisher](https://www.javabrahman.com/java-8/java-8-java-util-stream-collector-basics-tutorial-with-examples#ref1)(return type) as a **Map** with entries having ‘**key,value**’ pairs as ‘**Boolean, List<T>**’

When the **Stream.collect()** operation is invoked on a **Stream** containing elements of type **T**, with **Collector<T>** returned by **Collectors.partitioningBy(Predicate<T>)** method passed as parameter, what you get as the resultant collection from this [terminal operation](https://www.javabrahman.com/java-8/understanding-java-8-streams-operations-intermediate-and-terminal-operations-tutorial-with-examples/) is a **Map** containing the elements of the **Stream** divided into two entries(or ‘key,value’ pairs). While the 1st map entry has key **true** and value containing **List<T>** of elements that satisfy the **Predicate** condition, the 2nd map entry has key **false** and value containing **List<T>** of elements which *do not* satisfy the **Predicate** condition.

Let us see a Java 8 code example showing the **Collector** returned by **Collectors.partitioningBy()**method in action.

**Java 8 code showing Collectors.partitioningBy() usage**

**package com.javabrahman.java8.collector;**

**import com.javabrahman.java8.Employee;**

**import java.util.Arrays;**

**import java.util.List;**

**import java.util.Map;**

**import java.util.stream.Collectors;**

**public class PartitioningWithCollectors {**

**static List<Employee> employeeList = Arrays.asList(new Employee("Tom Jones", 45),**

**new Employee("Harry Major", 26),**

**new Employee("Ethan Hardy", 65),**

**new Employee("Nancy Smith", 22),**

**new Employee("Catherine Jones", 21),**

**new Employee("James Elliot", 58),**

**new Employee("Frank Anthony", 55),**

**new Employee("Michael Reeves", 40));**

**public static void main(String args[]){**

**Map<Boolean,List<Employee>> employeeMap**

**= employeeList**

**.stream()**

**.collect(Collectors.partitioningBy((Employee emp) -> emp.getAge() > 30));**

**System.out.println("Employees partitioned based on Predicate - 'age > 30'");**

**employeeMap.forEach((Boolean key, List<Employee> empList) -> System.out.println(key +"->" + empList));**

**}**

**}**

**//Employee.java(POJO Class)**

**package com.javabrahman.java8;**

**public class Employee {**

**private String name;**

**private Integer age;**

**public Employee(String name, Integer age) {**

**this.name = name;**

**this.age = age;**

**}**

**//Getters and Setters of name & age go here**

**public String toString(){**

**return "Employee Name:"+this.name**

**+" Age:"+this.age;**

**}**

**@Override**

**public boolean equals(Object obj) {**

**if (obj == this) {**

**return true;**

**}**

**if (!(obj instanceof Employee)) {**

**return false;**

**}**

**Employee empObj = (Employee) obj;**

**return this.age == empObj.age**

**&& this.name.equalsIgnoreCase(empObj.name);**

**}**

**@Override**

**public int hashCode() {**

**int hash = 1;**

**hash = hash \* 17 + this.name.hashCode();**

**hash = hash \* 31 + this.age;**

**return hash;**

**}**

**}**

**OUTPUT of the above code**

Employees partitioned based on Predicate – ‘age > 30’  
false->[Employee Name:Harry Major Age:26, Employee Name:Nancy Smith Age:22, Employee Name:Catherine Jones Age:21]

true->[Employee Name:Tom Jones Age:45, Employee Name:Ethan Hardy Age:65, Employee Name:James Elliot Age:58, Employee Name:Frank Anthony Age:55, Employee Name:Michael Reeves Age:40]

**Explanation of the code**

* **Employee** is the POJO class in the above example of which we create a Stream. It has two main attributes – **name**and **age**.
* **employeeList** is a static list of 8 **Employee**s.
* In the **main()** method of **PartitioningWithCollectors** class we create a **Stream** of **Employee**s using the **stream()** method of **List** interface.
* On the stream of Employees we call the **collect()** method with the **Predicate** instance being specified as its equivalent [lambda expression](https://www.javabrahman.com/java-8/lambda-expressions-java-8-explained-examples/) – **(Employee emp) -> emp.getAge()>30)**. This predicate condition states that the employee’s age should be greater than 30 years.
* Lastly, the **Map** of employees partitioned by the predicate condition are printed using **Map.forEach()**method. The output is as expected – employees with **age>30** are printed in a list corresponding to key value **true**, while those with **age<=30** are printed as a list against key value **false**.

**Overloaded Collectors.partitioningBy() with Collector as second parameter**  
To understand the utility and usage of the overloaded **partitioningBy()** method, let us revisit the earlier example where we partitioned the collection of Color objects into red and green lists. However, what if your requirement was not the partitioned lists but instead you needed a count of red and green color objects as the final result of partitioning. Using a 2nd **Collector** in this case, specifically the one returned by **Collectors.counting()** method, is exactly what you need to get the count of each of these lists.

Now, have a look at the diagram below which extends the previous visual Colors example by calling the overloaded **partitioningBy()** method with the counting collector -
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In the above diagram, output from the **partitioningBy()** method is a map with values containing the count of red and green colors. In fact, the lists of colors were created by the **partitioningBy()** method in this case as well, but then the counting collector was applied on the lists and a **Map** was returned which had just the count of colors as the value for keys **true** and **false**.

Having understood the working of the overloaded **partitioningBy()** method, let us now take a look at its formal definition -

**Collector<T, ?, Map<Boolean, D>> partitioningBy(Predicate<? super T> predicate,  
Collector<? super T, A, D> downstream)**

Where,  
     - first parameter is **predicate** which is an instance of a Predicate Functional Interface  
     - second parameter is a **Collector**  
     - output is a Collector with finisher(return type) as a**Map** with entries having ‘**key,value**’ pairs as ‘**Boolean, D>**’ where **D** is the return type of the finisher function of second collector parameter

Let us extend the previous code example, where we partitioned the employees into 2 groups based on whether they were older than 30 years or not, and pass the **Collector** returned by **Collectors.counting()** method as the overloaded **partitionBy()** method’s second parameter.  
*(Note - The****Employee****class and****employeeList****objects with their values remain the same as the previous code usage example and hence are not shown below for brevity.)*

**Java 8 code showing Collectors.partitioningBy() method usage**

**Map<Boolean,Long> employeeMapCount =**

**employeeList.stream()**

**.collect(Collectors.partitioningBy(**

**(Employee emp) -> (emp.getAge() > 30),**

**Collectors.counting()**

**));**

**System.out.println("Employee count in the 2 partitioned age groups");**

**employeeMapCount.forEach((Boolean key,Long count) -> System.out.println(key +" count -> "+ count));**

**OUTPUT of the above code**

Employee count in the 2 partitioned age groups  
false count -> 3  
true count -> 5

**Explanation of the code**

* **Collectors.partitioningBy()** is invoked with **Predicate** lambda being same as earlier i.e. **(Employee emp) -> emp.getAge()>30)**.
* The second parameter to the **partitioningBy()** method is the **Collector** returned by **Collectors.counting()** method.
* As expected, a **Map** of values is returned, named **employeeMapCount**,which when printed using **Map.forEach()** method gives the count of employees in the 2 partitioned groups as **3** and **5** respectively for **true** and **false** keys.

**Conclusion** - In this tutorial we first understood what is meant by partitioning of Streams using a **Collector**along with its advantage over filtering using **Stream.filter()** method. We then understood the working of predefined **Collector** returned by **Collectors.partitioningBy()** method with a visual example followed by a Java 8 code example. We then understood the working of the overloaded partitioning method with a second collector by extending the previous visual and code examples.

**Java 8 Counting with Collectors | Collectors.counting method tutorial with examples**

[February 25, 2017](https://www.javabrahman.com/java-8/java-8-counting-with-collectors-collectors-counting-method-tutorial-with-examples/)

Java 8 Counting with Collectors tutorial explains, with examples, how to use the predefined **Collector**returned by **java.util.Stream.Collectors** class’ **counting()** method to count the number of elements in a **Stream**. The tutorial starts off with the formal definition of the **Collectors.counting()** method, then explains its working, and finally shows the method’s usage via a Java code example.  
*(Note – This tutorial assumes that you are familiar with basics of*[*Java 8 Collectors*](https://www.javabrahman.com/java-8/java-8-java-util-stream-collector-basics-tutorial-with-examples/)*.)*

**Predefined Collector returned by Collectors.counting() method**  
**Collectors.counting()** method is defined with the following signature –

**public static <T> Collector<T, ?, Long> counting()**

Where,  
     – output is a **Collector**, acting on a Stream of elements of type **T**, with its [finisher](https://www.javabrahman.com/java-8/java-8-java-util-stream-collector-basics-tutorial-with-examples#ref1) returning the ‘collected’ value of type **Long**

The working of the counting collector is pretty straightforward. It is a [terminal operation](https://www.javabrahman.com/java-8/understanding-java-8-streams-operations-intermediate-and-terminal-operations-tutorial-with-examples/) which returns the total count of elements in the stream which reach the **collect()** method after undergoing various [pipelined](https://www.javabrahman.com/programming-principles/pipelines-in-computing-and-software-engineering/) stream operations such as filtering, reduction etc.

It’s also worthwhile to know that internally the counting collector actually delegates the counting job to the ‘reducing collector’ with the call **reducing(0L, e -> 1L, Long::sum)**. *But this call is internal to the implementation and need not be taken into consideration before terminating your stream with the counting Collector.*

**Java 8 code example showing Collector.counting() method’s usage**

**Java 8 code example showing Collectors.counting() usage**

|  |
| --- |
| package com.javabrahman.java8.collector;  import com.javabrahman.java8.Employee;  import java.util.Arrays;  import java.util.List;  import java.util.stream.Collectors;  public class CountingWithCollectors {    static List<Employee> employeeList = Arrays.asList(new Employee("Tom Jones", 45),        new Employee("Harry Major", 25),        new Employee("Ethan Hardy", 65),        new Employee("Nancy Smith", 22),        new Employee("Deborah Sprightly", 29));      public static void main(String args[]){      Long count=employeeList.stream().collect(Collectors.counting());      System.out.println("Employee count: "+count);    }  }  //Employee.java(POJO Class)  package com.javabrahman.java8;  public class Employee {    private String name;    private Integer age;      public Employee(String name, Integer age) {      this.name = name;      this.age = age;    }      //Getters and Setters of name & age go here    public String toString(){      return "Employee Name:"+this.name          +"  Age:"+this.age;    }    //Standard equals() and hashcode() implementations go here  } |

**OUTPUT of the above code**

Employee count: 5

**Explanation of the code**

* **Employee.java** is the POJO class i.e. the type of which the Stream is created.
* **CountingWithCollectors** class contains a static list of 5 **Employee** objects named **employeeList**.
* In the **main()** method of **CountingWithCollectors** class a stream of **Employee** objects is created by invoking **employeeList.stream()**. This stream is then terminated by invoking the **collect()** method with the **Collector** returned by the **Collectors.counting()** method passed as a parameter.
* As expected, the Stream terminates and the counting **Collector** returns the count of the stream elements(employees) as a **Long** value.
* Lastly, the employee count is printed and is **5** as expected.

**Summary**  
In this tutorial we understood the working of the predefined **Collector** returned by the **Collectors.counting()** method. We looked at the formal definition of the **Collectors.counting()**method, had a brief look at what actually happens inside the method, and finally saw the **Collectors.counting()** method in action with a Java 8 code example and its explanation.

**Java 8 Finding max/min with Collectors | maxBy, minBy methods tutorial with examples**

[February 26, 2017](https://www.javabrahman.com/java-8/java-8-finding-maxmin-with-collectors-maxby-minby-methods-tutorial-with-examples/)

Java 8 Determining maximum and minimum with Collectors tutorial explains, with examples, how to use the predefined **Collectors** returned by **java.util.Stream.Collectors** class’ **maxBy()** and **minBy()** methods to find the maximum and minimum element of a given **Stream**. The tutorial starts off with the formal definition of the **maxBy(), minBy()** methods, then explains their working, and finally shows the methods’ usage via a Java code example.  
*(Note – This tutorial assumes that you are familiar with basics of*[*Java 8 Collectors*](https://www.javabrahman.com/java-8/java-8-java-util-stream-collector-basics-tutorial-with-examples/)*.)*

**Predefined Collectors returned by Collectors.maxBy()/Collectors.minBy() methods**  
**Collectors.maxBy()/minBy()** methods are defined with the following signatures –

**public static <T> Collector<T, ?, Optional<T>> maxBy(Comparator<? super T> comparator)**  
***AND***  
**public static <T> Collector<T, ?, Optional<T>> minBy(Comparator<? super T> comparator)**

Where,  
     – input parameter is an instance of **Comparator** of type **T**  
     – output is a **Collector**, acting on a Stream of elements of type **T**, with its [finisher](https://www.javabrahman.com/java-8/java-8-java-util-stream-collector-basics-tutorial-with-examples#ref1) returning the maximum*(for****maxBy()****)* or minimum*(for****minBy()****)* value from all the elements of the stream as an **Optional** value

The predefined collectors returned by **Collectors** class’ **maxBy()**/**minBy()** methods get the maximum/minimum elements in the stream on which they are invoked using the **Stream.collect()** method. The max/min value is returned as an **Optional** value. This is because in case the stream has no elements then to avoid sending a *bare* null value which can result in a **NullPointerException**, the value is sent as an **Optional**.

**Collectors.maxBy()**/**minBy()** methods are [terminal operations](https://www.javabrahman.com/java-8/understanding-java-8-streams-operations-intermediate-and-terminal-operations-tutorial-with-examples/).

Internally, these collectors delegate their tasks to the ‘reducing collector’ with the calls **reducing(BinaryOperator. maxBy(comparator))** and **reducing(BinaryOperator. minBy(comparator))** for maximum/minimum element determination respectively. *(Note that these calls to the reducing collector are internal to the implementation of the****Collectors****class, and need not be a point of consideration for the end programmer using these methods.)*

**Java 8 code example showing Collectors.maxBy(),minBy() methods’ usage**

**Java 8 code example showing Collectors.maxBy()/minBy() usage**

|  |
| --- |
| package com.javabrahman.java8.collector;    import com.javabrahman.java8.Employee;  import java.util.Arrays;  import java.util.Comparator;  import java.util.List;  import java.util.Optional;  import java.util.stream.Collectors;    class MaxMinWithCollectors {    static List<Employee> employeeList          = Arrays.asList(new Employee("Tom Jones", 45, 15000.00),            new Employee("Tom Jones", 45, 7000.00),            new Employee("Ethan Hardy", 65, 8000.00),            new Employee("Nancy Smith", 22, 10000.00),            new Employee("Deborah Sprightly", 29, 9000.00));      public static void main(String[] args) {      Optional<Employee> maxSalaryEmp =              employeeList.stream()              .collect(Collectors.maxBy(Comparator.comparing(Employee::getSalary)));      System.out.println("Employee with max salary:"              + (maxSalaryEmp.isPresent()? maxSalaryEmp.get():"Not Applicable"));      Optional<Employee> minAgeEmp =              employeeList.stream()              .collect(Collectors.minBy(Comparator.comparing(Employee::getAge)));      System.out.println("Employee with min age:"              + (minAgeEmp.isPresent()? minAgeEmp.get():"Not Applicable"));    }  }  //Employee.java(POJO Class)  package com.javabrahman.java8;  import java.text.DecimalFormat;  public class Employee {    private String name;    private Integer age;    private Double salary;      public Employee(String name, Integer age, Double salary) {      this.name = name;      this.age = age;      this.salary = salary;    }      //Getters and Setters of name, age & salary go here      public String toString(){      DecimalFormat dformat = new DecimalFormat(".##");      return "Employee Name:"+this.name          + "  Age:"+this.age          + "  Salary:"+dformat.format(this.salary);    }    //Standard equals() and hashcode() implementations go here  } |

**OUTPUT of the above code**

Employee with max salary:  Employee Name:Tom Jones   Age:45   Salary:15000.0  
Employee with min age:  Employee Name:Nancy Smith   Age:22   Salary:10000.0

**Explanation of the code**

* **Employee.java** is the POJO class i.e. the type of which the **Stream** is created. It contains 3 attributes – **name**, **age** and **salary**.
* **MaxMinWithCollectors** class contains a static list of 5 **Employee** objects named **employeeList**.
* In the **main()** method of **MaxMinWithCollectors** class a stream of **Employee** objects is created by invoking **employeeList.stream()**. This stream is then terminated by invoking the **collect()** method with the **Collector** returned by the **Collectors.maxBy()** method passed as a parameter.
* **Collectors.maxBy()** method needs as its input parameter a **Comparator** instance. This Comparator instance is created using the [Comparator.comparing()](https://www.javabrahman.com/java-8/the-complete-java-8-comparator-tutorial-with-examples/) method with the sort key specified using the [method reference](https://www.javabrahman.com/java-8/java-8-method-references-tutorial-examples/) to the getter of **salary** attribute of **Employee** class i.e. “**Employee::getSalary**”.
* As expected, the **Collector** returned by **Collectors.maxBy()** method finds the **Employee** with the maximum salary and prints it as “**Employee Name:Tom Jones Age:45 Salary:15000.0**”. Employee details are printed as per the formatting defined in the overridden **toString()** method in the **Employee**POJO class. As the maximum value is inside an **Optional**, the code uses a *ternary operator* to first determine whether the value is present and then retrieves it. Else it returns the **String** “Not Applicable”.
* Similar to the maximum salary determination, employee with minimum age is identified by first creating a stream of **Employee** objects using **employeeList.stream()** method. **Stream.collect()** method is [pipelined](https://www.javabrahman.com/programming-principles/pipelines-in-computing-and-software-engineering/) to the **stream()** method, with **Collectors.minBy()** as parameter. **Collectors.minBy()** in turn takes a **Comparator** instance defined using **Comparator.comparing()** method with getter to **Employee**’s **age** attribute passed as sort key to it via the method reference “**Employee::getAge**”. A ternary operator is used to check for presence of **Optional** minimum value before retrieving it.
* As expected, the employee with minimum age is determined and printed as “**Nancy Smith Age:22 Salary:10000.0**”.

**Summary**  
In this tutorial we understood the working of the predefined **Collector** returned by the **Collectors.maxBy()** and **Collectors.maxBy()** methods. We looked at the formal definition of the **Collectors.maxBy()**/**Collectors.minBy()** methods, had a brief look at what actually happens inside the method, and finally saw the **Collectors.maxBy()**/**Collectors.minBy()** methods in action with a Java 8 code example followed by its explanation.

**Java 8 Joining with Collectors | Collectors.joining method tutorial with examples**

[March 13, 2017](https://www.javabrahman.com/java-8/java-8-joining-with-collectors-collectors-joining-method-tutorial-with-examples/)

Java 8 Joining with Collectors tutorial explains how to use the predefined **Collector** returned by **java.util.Stream.Collectors** class’ **joining()** method with examples. The ‘joining collector’ *collects*elements of a stream by concatenating them into a single **String.** **Collectors** class provided 3 overloaded **joining()** methods returning 3 variants of joining collectors. All variants return concatenated strings but with minor differences.

In this tutorial I will explain the three overloaded **joining()** methods starting with their formal definition, then explain their working, and finally shows the methods’ usage via Java code examples.  
*(Note – This tutorial assumes that you are familiar with basics of*[*Java 8 Collectors*](https://www.javabrahman.com/java-8/java-8-java-util-stream-collector-basics-tutorial-with-examples/)*.)*

**Predefined Collector returned by Collectors.joining() method with no arguments**  
**Collectors.joining()** method is defined with the following signature –

**public static Collector<CharSequence, ?, String> joining()**

Where,  
     – output is a **Collector**, which collects a Stream of elements of type **CharSequence**, with its [finisher](https://www.javabrahman.com/java-8/java-8-java-util-stream-collector-basics-tutorial-with-examples#ref1)returning the ‘collected’ value of type **String**

The **Collector** returned by **Collectors.joining()** method returns a **String** which is the concatenation of all elements of the **Stream**. An important thing to keep in mind regarding the joining collector is that it needs a stream of type **java.lang.CharSequence** to be fed as input to it. In other words, joining collector can only concatenate streams whose elements are subclasses of **CharSequence** interface. **String**, **StringBuffer**, **StringBuilder** are some of the subclasses of **CharSequence** which you will be using in most of joining scenarios. It is also worthwhile to note that internally the joining collector uses a **StringBuilder** instance to concatenate the stream elements.

So, given a stream of type **String** with 3 values “a”, “b”, “c” and you intend to create a concatenated string with value “abc”,i.e. a straightforward concatenation of the stream elements, then **Collectors.joining()** method is what you need to pass to your stream’s [terminal operation](https://www.javabrahman.com/java-8/understanding-java-8-streams-operations-intermediate-and-terminal-operations-tutorial-with-examples/) **collect()**.

**What if your Stream elements aren't subclasses of CharSequence ?**

In that case you need to convert the stream elements to their corresponding **CharSequence** (subclass of **CharSequence** *rather*) equivalents using the **Stream.map()** method with a **Function<T,CharSequence>**instance. You can also use the **toString()** method in your Function definition to get the **String**equivalents of your stream elements, i.e. if the elements’ class has the required **toString()** format. Mapping to **toString()** will work because **String** class implements **CharSequence**.

**Java 8 code example showing Collectors.joining() method’s usage**

**Java 8 code example showing Collectors.joining() usage**

**package com.javabrahman.java8.collector;**

**import java.util.stream.Collectors;**

**import java.util.stream.Stream;**

**public class JoiningWithCollectors {**

**public static void main(String args[]){**

**String joinedStr =**

**Stream.iterate(new Integer(0), (Integer integer) -> integer + 1)**

**.limit(5)**

**.map(integer -> integer.toString())**

**.collect(Collectors.joining());**

**System.out.println("Joined String: "+joinedStr);**

**}**

**}**

**OUTPUT of the above code**

Joined String:  01234

**Explanation of the code**

* In the **main()** method of **JoiningWithCollectors** class, first an [infinite stream](https://www.javabrahman.com/java-8/java-8-streams-api-creating-infinite-streams-with-iterate-and-generate-methods/) is created using **Stream.iterate()** method. The initial value of this **Stream** is set as **Integer(0)** and then each subsequent element is obtained by adding **1**.
* Infinite stream of integers is then limited to **5** elements using the [Stream.limit(5)](https://www.javabrahman.com/java-8/java-8-filtering-and-slicing-streams-tutorial-with-examples/) method.
* Next, **Stream** elements are mapped to their **String** equivalents using a [pipelined](https://www.javabrahman.com/programming-principles/pipelines-in-computing-and-software-engineering/) **Stream.map()** method which accepts as input a **Function<Integer,String>** which is specified using its lambda expression **integer -> integer.toString()**.
* Lastly, on this stream of Strings the **collect()** operation is invoked with **Collectors.joining()**returning the desired joining **Collector** instance.
* The final collected value returned from the **Stream** is **01234** which is then printed as output.

**Low readability of concatenated String returned by joining collector**  
If you notice carefully in the output of the above joining collector, then you will see that the elements which are concatenated together make one single *whole* string. It is difficult to find out which individual strings or characters were concatenated together to create the final *joined* string. Java designers noticed this aspect as well, and they have designed 2 overloaded **joining()** methods which make the concatenated string more comprehensible. The first of these methods allows inserting a delimiter between joined elements, while the second method puts a prefix and suffix for the entire joined string. Let us take a look at how these 2 overloaded **Collectors.joining()** methods work.

**Joining Collector which adds a delimiter between concatenated elements**  
Overloaded **Collectors.joining()** method which accepts a delimiter is defined with the following signature –

**public static Collector<CharSequence, ?, String> joining(CharSequence delimiter)**

Where,  
     – **delimiter** is the only input parameter of type **CharSequence**  
     – output is a **Collector**, acting on a Stream of elements of type **CharSequence**, with its [finisher](https://www.javabrahman.com/java-8/java-8-java-util-stream-collector-basics-tutorial-with-examples#ref1) returning the ‘collected’ value of type **String**

The **Collector** returned by **Collectors.joining()** method returns a **String** which is the concatenation of all elements of the **Stream**, with the delimiter passed as input inserted between concatenated elements.

So, given a stream of type **String** with 3 values “a”, “b”, “c”, and you intend to create a concatenated string with value “a,b,c”, then **Collectors.joining(",")** method is what you need to pass to your stream’s terminal operation **collect()**.

**Java 8 code example for Collectors.joining() method with a delimiter**  
*(Note – The class definition and imports are same as****Collectors.joining()****example above and hence are not repeated again for brevity)*

**Java 8 code example for Collectors.joining() with delimiter**

**package com.javabrahman.java8.collector;**

**import java.util.stream.Collectors;**

**import java.util.stream.Stream;**

**public class JoiningWithCollectors {**

**public static void main(String args[]){**

**String joinedStr =**

**Stream.iterate(new Integer(0), (Integer integer) -> integer + 1)**

**.limit(5)**

**.map(integer -> integer.toString())**

**.collect(Collectors.joining(","));**

**System.out.println("Joined String: "+joinedStr);**

**}**

**}**

**OUTPUT of the above code**

Joined String:  0,1,2,3,4

**Explanation of the code**

* The code in the above example is exactly the same as that written for the plain **joining()** method that takes no input, except for the **collect()** operation where we pass the overloaded **joining()** method which takes a delimiter as input which in our case is a **“,”***(comma)*.
* The output is as expected – **0,1,2,3,4** i.e. final joined **String** with **“,”** inserted between elements as the delimiter.

The 3rd and last variant of joining collector is quite similar to the first 2 variants, except that it adds a suffix and prefix as well to the final joined string. Let us take a look at it now.

**Joining Collector which adds a delimiter between elements, and suffix & prefix to joined String**  
The signature of the 3rd variant of the joining collector is as follows –

**public static Collector<CharSequence, ?, String> joiningjoining(CharSequence delimiter, CharSequence prefix, CharSequence suffix)**

Where,  
     – input param **delimiter** of type **CharSequence** is the delimiter which will be added between concatenated stream elements  
     – input param **prefix** of type **CharSequence** will be appended *before* the joined String  
     – input param **suffix** of type **CharSequence** will be appended *after* the joined String  
     – output is a **Collector**, acting on a Stream of elements of type **CharSequence**, with its finisher returning the ‘collected’ value of type **String**

The **Collector** returned by **Collectors.joining()** method returns a **String** which is the concatenation of all elements of the **Stream**, with the delimiter passed as input inserted between concatenated elements, and the prefix and suffix appended to the joined String.

So, given a stream of type **String** with 3 values “a”, “b”, “c”, and you intend to create a concatenated string with value “{a,b,c}”, then **Collectors.joining(",","{","}")** method is what you need to pass to your stream’s terminal operation **collect()**.

**Java 8 code example for Collectors.joining() method with a delimiter, prefix & suffix**  
*(Note – The class definition and imports are same as****Collectors.joining()****example above and hence are not repeated again for brevity)*

**Java 8 code example for Collectors.joining() with delimiter,prefix & suffix**

**public static void main(String args[]){**

**String joinedStr =**

**Stream.iterate(new Integer(0), (Integer integer) -> integer + 1)**

**.limit(5)**

**.map(integer -> integer.toString())**

**.collect(Collectors.joining(",","{","}"));**

**System.out.println("Joined String: "+joinedStr);**

**}**

**OUTPUT of the above code**

Joined String:  {0,1,2,3,4}

**Explanation of the code**

* The code in the above example is exactly the same as that for the previous 2 overloaded variants of the **joining()** method, except for the **collect()** operation where we pass the 3rd variant of the **joining()**method which takes a delimiter, a prefix and a suffix as input parameters..
* The output is as expected – **{0,1,2,3,4}** i.e. a final *joined* **String** with **“,”** inserted between elements as the delimiter, and **“{”** & **“}”** as prefix and suffix respectively to the final joined **String**.

**Summary**  
In the above tutorial we understood how the *joining collector* returned by **java.util.Stream.Collectors.joining()** method works. We looked at the 3 overloaded variants of the **joining()** method and understood their working by going through their method signatures and Java 8 code examples showing three methods in use.

**Java 8 – Iterable.forEach, Iterator.remove methods tutorial with examples**

[October 21, 2016](https://www.javabrahman.com/java-8/java-8-iterable-foreach-iterator-remove-methods-tutorial-with-examples/)

Collections API is the most popular and widely used utility API in the Java universe. With the advent of Functional Interfaces, Lambdas and Streams in Java 8, Collections API has also undergone changes to accomodate and build-upon the newly introduced functional programming features. The most widely used Collection classes and interfaces such as Iterable and Iterator, Collection, List and Map have all been enhanced in JDK 1.8 with new features and methods.

This is the **1st article in a 4 part article series** in which I will cover the **changes introduced in Java 8 Collections** in detail.

**In this part 1 of 4**, I will be covering the new default method named **forEach()** introduced in **java.lang.Iterable** interface with examples. This will be followed by understanding the new **default implementation of Iterator interface’s remove() method**, and how it makes implementing the Iterator easier than before.

**New default method forEach() added to the Iterable Interface in Java 8**

**Iterable** interface is a commonly extended interface among the Collections interfaces as it provides the ability to iterate over the members of a collection. **Collection**, **List** and **Set** are among the important Collections interfaces that extend **Iterable**, apart from other interfaces.
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Java 8’s new **Iterable.forEach()** method has the following signature –

**default void forEach(Consumer<? super T> action)**

Where,  
     – **action** is the only parameter and is an instance of a [Consumer Functional Interface](https://www.javabrahman.com/java-8/java-8-java-util-function-consumer-tutorial-with-examples/)  
     – **forEach()** is implemented in the **Iterable** interface itself as a [default method](https://www.javabrahman.com/java-8/default-methods-in-java-8-with-examples/).

**Iterable.forEach()** method ‘consumes’ all the elements of the iterable collection of elements passed to it. The logic for consumption is passed to the method as an instance of a Consumer functional interface. An important point to note is that the **forEach method iterates *internally* over the collection of elements passed to it rather than *externally***. You can read about declarative internal iterators and how they differ from commonly used external iterators in this [tutorial here](https://www.javabrahman.com/java-8/java-8-internal-iterators-vs-external-iterators/).

Let us now take a look at Java code showing how to use **Iterable.forEach()** method for consuming the elements of an **Iterable** collection –

**Java 8 code to iterate and consume using Iterable.forEach() method**

**package com.javabrahman.java8.collections;**

**import java.util.Arrays;**

**import java.util.HashSet;**

**import java.util.List;**

**import java.util.Set;**

**public class IterableForEachExample {**

**public static void main(String args[]){**

**List<Integer> intList= Arrays.asList(12,25,9);**

**System.out.println("List elements printed using Iterable.forEach");**

**intList.forEach(System.out::println);**

**Set<Integer> intSet=new HashSet<>();**

**intSet.add(50);**

**intSet.add(1);**

**System.out.println("Set elements printed using Iterable.forEach");**

**intSet.forEach(System.out::println);**

**}**

**}**

**OUTPUT of the above code**

List elements printed using Iterable.forEach  
12  
25  
9  
Set elements printed using Iterable.forEach  
1  
50

**Explanation of the code**

* A **List** of primitive **int**s, named **intList**, is created using the **Arrays.asList()** method.
* **forEach()** method is invoked on the **List** instance – **intList**. As we read above, **List** inherits the **forEach()** method’s default implementation from **Iterable** interface.
* We pass a [method reference](https://www.javabrahman.com/java-8/java-8-method-references-tutorial-examples/) to **System.out.println()** method, which is a **Consumer** type of function, as parameter to the **forEach()** method.
* **forEach()** method internally iterates and consumes, or prints, the elements of **intList**.
* Next we created an instance of a **Set**, named **intSet**, by using its concrete implementation **HashSet**.
* **Set** also inherits **Iterable**. Hence, we are able to print the elements in **intSet** using the **forEach()**method similar to the way we did with **intList**.

**New default method remove() added to Iterator interface in Java 8**  
**Prior to Java 8**, implementing **Iterator** interface without the support for **remove()** method implied that the designers had to override the method and throw an **UnsupportedOperationException**. Such an override was commonly done and over the years had become kind of staple in **Iterator** implementations not supporting the remove operation.

**With Java 8** arrived the feature of adding default implementations of methods in interfaces itself. Java designers have used this new feature and added a default implementation of the **remove()** method in the **Iterator** interface itself which throws **UnsupportedOperationException**.

**As a result**, **the practice of overriding the remove() method, whenever it wasn’t supported, has now been inverted to overriding the remove() method only when remove functionality has to be implemented**. This has **removed the unnecessary overhead** of overriding and throwing the **UnsuportedOperationException**everytime when implementing an **Iterator** without remove functionality.

The default implementation of **remove()** method in Java 8’s **Iterable** is as shown below –

**default void remove() {**

**throw new UnsupportedOperationException("remove");**

**}**

As you can see in the above code, the default implementation of **Iterator.remove()** method just throws an **UnsupportedOperationException** with message **"remove"**.

**Conclusion**  
In this tutorial we dipped our feet into the waters of Java 8 Collection Enhancements by taking a look at the changes in **Iterable** and **Iterator** interfaces.

**In the forthcoming parts** I will be taking you to the depths of Java 8 Collections enhancements, where I will explain the changes in important Collection classes viz. **Collection**, **List** and **Map** interfaces. Specifically, among the **Map** enhancements we will take a look at the new methods added in Java 8 which make ***multi-value maps*** handling easier than before.

**Java 8 – Collection.removeIf method tutorial with examples**

[October 25, 2016](https://www.javabrahman.com/java-8/java-8-collection-removeif-method-tutorial-with-examples/)

This is the **2nd article, of a 4 part article series, covering the important enhancements introduced in Collections API in Java 8**. The previous article, 1st part of the series([read here](https://www.javabrahman.com/java-8/java-8-iterable-foreach-iterator-remove-methods-tutorial-with-examples/)), explained the enhancements introduced in **Iterable** and **Iterator** interfaces in Java 8.

**In this part 2 of 4**, I will be explaining the new default method **removeIf()** which has been added to the **java.util.Collection** interface. To understand the intent with which this method has been introduced, we will start off with looking at how element removal from a Collection worked until Java 7. We will then look at the new **Collection.removeIf()** method introduced in Java 8 along with a working example showing its usage. Along with seeing the code for the two ways of achieving conditional element removal, we will also understand the performance improvement which Java 8’s new **removeIf()** method delivers as compared to the Java 7 style of accomplishing the same.

**Conditional removal from a Collection before Java 8**  
Until Java 7, iterating a Collection and removing elements from it based on a given condition involved the following steps –

1. Creating a for loop for iterating over the collection elements. The newer **for..each** loop could not be used here as it only allows reading the elements in a collection without the possibility of removing them. So, one will need to use the standard long-form for-loop.
2. To remove an element from a collection required access to its iterator. So, one had to use the Collection’s iterator to access the elements as well as handle the loop terminating condition.
3. Examine each element, as we iterate over the collection, and based on the given condition either remove the current element being examined or let it remain in the collection.

Let’s see a sample program showing how conditional removal from a Collection could be done till Java 7. The **Collection** we will use will be an **ArrayList**, and it will contain objects of type **Employee**.

**Java 7 code showing Collection handling using Iterator**

**//Employee.java(POJO class)**

**package com.javabrahman.java8;**

**public class Employee {**

**private String name;**

**private Integer age;**

**private Double salary;**

**public Employee(String name, Integer age, Double salary) {**

**this.name = name;**

**this.age = age;**

**this.salary = salary;**

**}**

**public String toString(){**

**return "Employee Name:"+this.name**

**+" Age:"+this.age**

**+" Salary:"+this.salary;**

**}**

**//getters and setters for name, age and salary go here**

**//standard equals() and hashcode() code go here**

**}**

**//CollectionRemoveIfExample.java**

**com.javabrahman.java8.collections;**

**import com.javabrahman.java8.Employee;**

**import java.util.ArrayList;**

**import java.util.Iterator;**

**import java.util.List;**

**public class CollectionRemoveIfExample {**

**static List<Employee> employeeList = new ArrayList<>();**

**public static void main(String[] args) {**

**employeeList.add(new Employee("Tom Jones", 45, 7000.00));**

**employeeList.add(new Employee("Harry Major", 25, 10000.00));**

**employeeList.add(new Employee("Ethan Hardy", 65, 8000.00));**

**employeeList.add(new Employee("Nancy Smith", 22, 12000.00));**

**employeeList.add(new Employee("Deborah Sprightly", 29, 9000.00));**

**for(Iterator empIterator=employeeList.iterator();**

**empIterator.hasNext();) {**

**Employee emp = empIterator.next();**

**if(emp.getAge() > 30){**

**empIterator.remove();**

**}**

**}**

**System.out.println("Employees below the age of 30");**

**employeeList.forEach(System.out::println);**

**}**

**}**

**OUTPUT of the above code**

Employees below the age of 30  
Employee Name: Harry Major   Age:25   Salary:10000.0  
Employee Name: Nancy Smith   Age:22   Salary:12000.0  
Employee Name: Deborah Sprightly   Age:29   Salary:9000.0

**Explanation of the code**

* **Employee** class has three main attributes – **name**, **age** and **salary**.
* An **ArrayList** of Employees is created, named **employeeList**, to which 5 **Employee** objects are added.
* Using iterator-based iteration in a for-loop the individual **Employee** objects in **employeeList** are visited. All employees aged above 30 years are removed using the **Iterator.remove()** method. The code for iteration and conditional removal of employee objects is in red color.
* The **employeeList** is printed post the conditional removal and, as expected, the output consists of 3 employees aged below 30 years.

**Time Complexity of removal using for loop and iterator in specific case of an ArrayList**  
We used a for-loop with an iterator to iterate over the **ArrayList**. A single loop implies a time complexity of **O(n)**.

Further, as an **ArrayList** stores elements in sequential storage in memory, the removal of an element from the middle implies that all the elements to the right of(or *after*) the removed element have to be moved 1 place each towards the left. This needs to be done in order to fill up the empty space left by the removed element. The movement of elements for these place would further require time proportional to **O(m)**.

Since we potentially will need to move the elements for every removal, the total complexity across all the removals equals **O(n) X O(m) ~ O(n2)**.

**Conditional Removal from a Collection using Java 8’s Collection.removeIf() default method**  
Java 8 has added support for functional programming features. One of the important in-built functional interface is **Predicate**. **Predicate**, or a condition checking function, checks the given input for a given condition and returns a boolean result for the same indicating whether the condition was met or not.  
(Note – If you haven’t worked with Java 8’s Predicate Functional Interface before then you can read the [tutorial on Predicate](https://www.javabrahman.com/java-8/java-8-java-util-function-predicate-tutorial-with-examples/).)

Java 8’s **java.util.Collection** interface has a new default method added to it named **removeIf()**. This method is defined with the following signature –

**default boolean removeIf(Predicate<? super E> filter)**

Where,  
     – **filter** is an instance of a Predicate Functional Interface.

**Collection.removeIf()** method works by applying the condition provided in the **Predicate** instance to all the elements in the Collection on which it is invoked. The elements which satisfy the condition are retained while the remaining are removed from the Collection.

Let us now see how the code for doing the same operation we did above, that of filtering out employees if their age > 30, would look using the new **Collection.removeIf** method.  
*(Note – I am leaving out the code for Employee class, along with package and import declarations below as they remain the same as Java 7 code above.)*

**Java 8 code showing Collection.removeIf() usage**

**public class CollectionRemoveIfExample {**

**static List<Employee> employeeList = new ArrayList<>();**

**public static void main(String[] args) {**

**employeeList.add(new Employee("Tom Jones", 45, 7000.00));**

**employeeList.add(new Employee("Harry Major", 25, 10000.00));**

**employeeList.add(new Employee("Ethan Hardy", 65, 8000.00));**

**employeeList.add(new Employee("Nancy Smith", 22, 12000.00));**

**employeeList.add(new Employee("Deborah Sprightly", 29, 9000.00));**

**employeeList.removeIf((Employee emp) -> emp.getAge() > = 30);**

**System.out.println("Employees below the age of 30");**

**employeeList.forEach(System.out::println);**

**}**

**}**

**OUTPUT of the above code**

Employees below the age of 30  
Employee Name: Harry Major   Age:25   Salary:10000.0  
Employee Name: Nancy Smith   Age:22   Salary:12000.0  
Employee Name: Deborah Sprightly   Age:29   Salary:9000.0

**Explanation of the code**

* The code above is same as the earlier iterator-based code except the single line in green color which has replaced the red colored code.
* **removeIf()** method is invoked on **employeeList** with the input **Predicate** being **(Employee emp) -> emp.getAge() > 30**.
* The input predicate, expressed using its equivalent [lambda expression](https://www.javabrahman.com/java-8/lambda-expressions-java-8-explained-examples/), specifies exactly the same condition used in iterator based code – to remove **Employee** objects from the employeeList if the employee’s age is greater than 30.
* **Employee** objects remaining in the **employeeList** post the **removeIf()** method invocation are then printed and, as expected, 3 employees are printed.
* Notice that **instead of 6 lines of iterator-based code of Java 7, we wrote only a single line Java 8 code using the Collection.removeIf()** method.

**Time Complexity of removal from an ArrayList using Collection.removeIf()**  
Collection traversal using an iterator was not designed only for removals. The programmer could do whatever they wanted with the Collection elements as they iterated over it. **Collection.removeIf()** method, on the other hand, is specifically meant for removals. Knowing the specificity of purpose of the **removeIf()** method, and the need to remove the overhead of shifting of ArrayList elements after a removal from the midde, Java designers overrode the default implementation of **removeIf()** in the **ArrayList** (possible as **ArrayList**implements **Collection**), and optimize the code while doing so to achieve a time complexity of **O(n)**.

**O(n2) Vs O(n) – Big performance improvement**  
Removal from an **ArrayList** using an iterator has time complexity of **O(n2)**, while the same operation when performed using Java 8’s new **Collection.removeIf()** method has a complexity of **O(n)**. This is a significant improvement in performance. If an application has large-sized ArrayLists then using the **Collection.removeIf()** method will result in the application being speeded up by an order of complexity, making the choice of the new method over the earlier one a no-brainer in such scenarios.

**Conclusion**  
In this **2nd part of the 4-part Java 8 Collection Enhancements Series**, we looked at how conditional removals from a **java.util.Collection** was done prior to Java 8. We then saw how Java 8’s new **Collection.removeIf()** method uses a **Predicate** instance to do the same conditional removal operation in significantly less time **[O(n) vs O(n2)]** and with concise, single-line code.

**In the remaining 2 articles of the series**, we will be looking at the important changes introduced in **List** and **Map** interfaces respectively. Specifically, the article on **List** interface will cover the newly added **sort()** and **replaceAll()** methods, while the article on **Map** interface will explain the new methods introduced in Java 8 which allow easier handling of ***multi-value maps***.

**Java 8 – List.sort, List.replaceAll methods tutorial with examples**

[October 27, 2016](https://www.javabrahman.com/java-8/java-8-list-sort-list-replaceall-methods-tutorial-with-examples/)

**This is the 3rd article, of a 4 part article series, covering the important enhancements which have been introduced in Collections API in Java 8**. While the 1st part of the series explained the enhancements introduced in **Iterable** and **Iterator** interfaces in Java 8([read 1st part](https://www.javabrahman.com/java-8/java-8-iterable-foreach-iterator-remove-methods-tutorial-with-examples/)), the 2nd part covered**Collection** interface’s new default method **removeIf()**([read 2nd part](https://www.javabrahman.com/java-8/java-8-collection-removeif-method-tutorial-with-examples/)).

**In this part 3 of 4**, I will be looking at **java.util.List** interface and will explain the new default methods which have been introduced in the interface in Java 8 viz. **List.sort()** and **List.replaceAll()**. We will understand the working of these two methods along with seeing examples showing their usage.

**New default method replaceAll() added to the List Interface in Java 8**  
The new default method **List.replaceAll()** has been written for scenarios where a particular action has to be performed on *all* the elements of a list. **List.replaceAll()** is thus a *bulk mutation operation*.

An important point to note regarding **replaceAll()** method is that it does NOT change the type of the elements in the list. So, a list of say Strings will continue to contain Strings but using **replaceAll()** you can apply some common function on all the Strings in the list. An example of a **replaceAll()** call on a list of Strings would be to CAPITALIZE all Strings and the like.

Let us now take a look at the signature of the **List.replaceAll()** method –

**default void replaceAll(UnaryOperator<E> operator)**

Where,  
     – **operator** is the only parameter and is an instance of a **UnaryOperator** Functional Interface.

**What is a UnaryOperator**

**java.util.function.UnaryOperator** is a functional interface, and is a specialization of [Function](https://www.javabrahman.com/java-8/java-8-java-util-function-function-tutorial-with-examples/) with the operand and the return value being of the same type. I.e. **UnaryOperator<E>** takes a single input of type **E**, and returns an output of the same type **E**.

Let us now see an example of using **List.replaceAll()** to do a specific action on all elements of a **List**. In the below code snippet, each of the 5 employees of some company are being given a salary hike of 10% across the board using **List.replaceAll()** method.

**Java 8 code to do a specific change on all elements of a List using List.replaceAll()**

**package com.javabrahman.java8;**

**public class Employee {**

**private String name;**

**private Integer age;**

**private Double salary;**

**public Employee(String name, Integer age, Double salary) {**

**this.name = name;**

**this.age = age;**

**this.salary = salary;**

**}**

**public String toString(){**

**DecimalFormat dformat = new DecimalFormat(".##");**

**return "Employee Name:"+this.name**

**+" Age:"+this.age**

**+" Salary:"+dformat.format(this.salary);**

**}**

**//getters and setters for name, age and salary go here**

**//standard equals() and hashcode() code go here**

**}**

**//ListReplaceAllExample.java**

**package com.javabrahman.java8.collections;**

**import com.javabrahman.java8.Employee;**

**import java.util.Arrays;**

**import java.util.List;**

**public class ListReplaceAllExample {**

**static List<Employee> employeeList = Arrays.asList(**

**new Employee("Tom Jones", 45, 7000.00),**

**new Employee("Harry Major", 25, 10000.00),**

**new Employee("Ethan Hardy", 65, 8000.00),**

**new Employee("Nancy Smith", 22, 12000.00),**

**new Employee("Deborah Sprightly", 29, 9000.00));**

**public static void main(String[] args) {**

**employeeList.replaceAll(employee -> {**

**employee.setSalary(employee.getSalary() \* 1.1);**

**return employee;**

**});**

**System.out.println("Employee list with all salaries incremented by 10%");**

**employeeList.forEach(System.out::println);**

**}**

**}**

**OUTPUT of the above code**

Employee list with all salaries incremented by 10%  
Employee Name: Tom Jones   Age:45   Salary:7700.0  
Employee Name: Harry Major   Age:25   Salary:11000.0  
Employee Name: Ethan Hardy   Age:65   Salary:8800.0  
Employee Name: Nancy Smith   Age:22   Salary:13200.0  
Employee Name: Deborah Sprightly   Age:29   Salary:9900.0

**Explanation of the code**

* **Employee** class has 3 main attributes – **name**, **age** and **salary**.
* We create a List of **Employee** objects, named **employeeList**, and add 5 **Employee** objects to it.
* **replaceAll()** method is invoked on the **employeeList** with the input being a [lambda expression](https://www.javabrahman.com/java-8/lambda-expressions-java-8-explained-examples/)equivalent to a **UnaryOperator** function – **(employee -> {employee.setSalary(employee.getSalary() \* 1.1);return employee;});**
* This lambda expression takes an **employee** as input and sets the salary of the employee at a value which is 10% more than the employee’s current salary.
* Lastly, the **List** of employees is printed. The salaries of all the employees has been increased by 10% as expected.

**New default method sort() added to the List Interface in Java 8**  
**List.sort()** is a new default method introduced in Java 8 which sorts the given list based on the **Comparator**instance passed to it as input. Let us start understanding the method by first looking at its signature –

**default void sort(Comparator<? super E> c)**

Where,  
     – **c** is the only parameter and is an instance of a [Comparator](https://www.javabrahman.com/java-8/the-complete-java-8-comparator-tutorial-with-examples/) which is an ancestor of type **E**, where **E** is the type of the elements in the **List** being sorted.

**Why create a new method List.sort() when Collections.sort() was already there**  
Prior to Java 8, **Collections.sort()** method was popularly used to lists. However, there was a drawback with **Collections.sort()** that it doesn’t sort in-place. An in-place sort saves both on memory (by not requiring space other than that occupied by its elements) and time ( as the twin tasks of creating a temporary copy of the list to be sorted and then copying the sorted elements back into the original list are no longer required).

**List.sort()**, however, does use an in-place variant of merge sort to sort the **List** elements. As a result it provides both the space and time benefits mentioned above. In fact, in Java 8, the **Collections.sort()**method itself internally calls **List.sort()** to sort the **List** elements.

Let us now take a look an example showing **List.sort()** usage. We will use the same list of employees as we used in the previous code snippet and sort them in the order of increasing order of their salary.  
*(Note – I am leaving out the code for****Employee****class below as it is the same as used in the****replaceAll()****code above.)*

**Java 8 code to sort a List using List.sort() default method**

**package com.javabrahman.java8.collections;**

**import com.javabrahman.java8.Employee;**

**import java.util.Arrays;**

**import java.util.List;**

**public class ListSortExample {**

**static List<Employee> employeeList = Arrays.asList(**

**new Employee("Tom Jones", 45, 7000.00),**

**new Employee("Harry Major", 25, 10000.00),**

**new Employee("Ethan Hardy", 65, 8000.00),**

**new Employee("Nancy Smith", 22, 12000.00),**

**new Employee("Deborah Sprightly", 29, 9000.00));**

**public static void main(String[] args) {**

**employeeList.sort((emp1, emp2)->**

**Double.compare(emp1.getSalary(),emp2.getSalary()));**

**System.out.println("Employee list sorted by their salaries");**

**employeeList.forEach(System.out::println);**

**}**

**}**

**OUTPUT of the above code**

Employee list sorted by their salaries  
Employee Name: Tom Jones   Age:45   Salary:7000.0  
Employee Name: Ethan Hardy   Age:65   Salary:8000.0  
Employee Name: Deborah Sprightly   Age:29   Salary:9000.0  
Employee Name: Harry Major   Age:25   Salary:10000.0  
Employee Name: Nancy Smith   Age:22   Salary:12000.0

**Explanation of the code**

* A list of 5 **Employee** objects is created, named **employeeList**.
* **sort()** method is invoked on **employeeList** with the lambda expression equivalent of a **DoubleComparator** being passed to it – **(emp1, emp2)-> Double.compare( emp1.getSalary(),emp2.getSalary() )** .
* Definition of **Double.compare()** method matches the [function descriptor](https://www.javabrahman.com/java-8/function-descriptors-java-8-explained/) of **Comparator** interface, allowing us to use the above lambda expression.
* The sorted **employeeList**‘s **Employee** objects are then printed. As expected the **Employee** objects have been sorted in the increasing order of their salary.

**Conclusion**  
In this **3rd part of the 4-part Java 8 Collection Enhancements Series**, we looked at the new default methods **List.replaceAll()** and **List.sort()** introduced in Java 8. We understood the working of these new methods and also saw examples showing their usage.

**In the next(and ultimate) article of the series**, we will be looking at the Java 8’s new Collection API enhancements introduced in **Map** interface which ease the effort required to handle **multi-value maps** *aka***multimaps**.

**Java 8 – Map’s computeIfAbsent, computeIfPresent, getOrDefault methods tutorial with examples**

[November 4, 2016](https://www.javabrahman.com/java-8/java-8-maps-computeifabsent-computeifpresent-getordefault-methods-tutorial-with-examples/)

**This is the last article, of a 4 part article series, covering the significant enhancements in Java 8 Collections API. While the 1st part of the series explained the new default methods introduced inIterable and Iterator interfaces in Java 8(**[read 1st part](https://www.javabrahman.com/java-8/java-8-iterable-foreach-iterator-remove-methods-tutorial-with-examples/)**), the 2nd part covered the new default method removeIf() introduced in Collection interface, (**[read 2nd part](https://www.javabrahman.com/java-8/java-8-collection-removeif-method-tutorial-with-examples/)**), and the 3rd explained Listinterface’s new sort() and replaceAll() methods(**[read 3rd part](https://www.javabrahman.com/java-8/java-8-maps-computeifabsent-computeifpresent-getordefault-methods-tutorial-with-examples/www.javabrahman.com/java-8/java-8-list-sort-list-replaceall-methods-tutorial-with-examples/)**).**

**In this tutorial**, we will be looking at the enhancements introduced in **java.util.Map** interface in Java 8. We will first quickly understand what are multi-value maps. Next we will create a multi-value map which will serve as the base problem set for explaining the new Map methods. We will first see the working of Java 8’s new **Map.forEach()** and **Map.replaceAll()** methods. Next, we will understand the new default methods introduced in Java 8 which simplify using multi-value maps. These methods are **Map.computeIfAbsent()**, **Map.computeIfPresent()** and **Map.getOrDefault()** methods.

**What is a multi-value map**  
A multi-value map is a normal instance of **java.util.Map**. The only difference is that instead of having a ‘single’ value corresponding to each key, a multi-value map instead has a ‘collection’ such as a **List** or a **Set** as the value stored against each key.
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**A good example of a use-case for a multi-value map would be of the hash table** used to store hash keys and corresponding values. In a hash table, there exists a mappping between a hash value(key) and entries stored in a bucket (value) stored corresponding to it. A hash table is thus essentially a multi-value map.

Having understood the structure of a multi-value map, let us now define the base data set for showing the working of the new **Map** methods –

**Defining the data set/multi-value Map for this tutorial**

**Java 8 code defining a multi-value map**

|  |
| --- |
| package com.javabrahman.java8;  public class Employee {    private String name;    private Integer age;    private Double salary;    public Employee(String name, Integer age, Double salary) {      this.name = name;      this.age = age;      this.salary = salary;    }    public String toString(){      DecimalFormat dformat = new DecimalFormat(".##");      return "Employee Name:"+this.name          +"  Age:"+this.age          +"  Salary:"+dformat.format(this.salary);    }  //getters and setters for name, age and salary go here  //standard equals() and hashcode() code go here  }  //MultiValueMapsExample.java  package com.javabrahman.java8.collections;  import com.javabrahman.java8.Employee;  import java.util.\*;  public class MultiValueMapsExample {    static Map<Integer, List<Employee>> employeeDOJMap = new HashMap<>();      public static void main(String args[]) {        List<Employee> list2014 = Arrays.asList(          new Employee("Deborah Sprightly", 29, 9000.00));      employeeDOJMap.put(2014, list2014);      List<Employee> list2015 = Arrays.asList(          new Employee("Tom Jones", 45, 7000.00),          new Employee("Harry Major", 25, 10000.00));      employeeDOJMap.put(2015, list2015);      List<Employee> list2016 = Arrays.asList(          new Employee("Ethan Hardy", 65, 8000.00),          new Employee("Nancy Smith", 22, 12000.00));      employeeDOJMap.put(2016, list2016);    }  } |

**Explanation of the code**

* **Employee** class is the POJO for employees. It contains three attributes of an employee – **name**, **age** and **salary**.
* **employeeDOJMap** is the multi-value map of type **Map<Integer, List<Employee>>**.
* **employeeDOJMap**’s **Integer** key contains the year of joining of employees as the key, while the **List<Employee>>** stored as value for each key contains the instances of **Employee** objects who joined in that year.

***Important Note – In the next sections of this tutorial we will be using the base data set defined in the multi-value map named employeeDOJMap. Only the delta/new code in further sections for brevity.***

**Java 8’s new Map.forEach() and Map.replaceAll() methods**  
Let us start by quickly going through the relatively simpler methods introduced in Map interface in Java 8- **Map.forEach()** and **Map.replaceAll()**.

**Map.forEach()**  
**Map.forEach()** method is defined as –

**default void forEach(BiConsumer<? super K, ? super V> action)**

Where,  
     – **action** is the only parameter and is an instance of a BiConsumer functional interface, and,   
     – method applies the logic provided via **action** to all the entries in the map as it ‘consumes’ them.

**What is a BiConsumer**

**java.util.function.BiConsumer** is a functional interface, and is a two-arity specialization of a [Consumer Functional Interface](https://www.javabrahman.com/java-8/java-8-java-util-function-consumer-tutorial-with-examples/). I.e. it accepts two inputs as arguments and does not return any output.

**Map.replaceAll()**  
**Map.replaceAll()** method is defined as –

**default void replaceAll(BiFunction<? super K, ? super V, ? extends V> function)**

Where,  
     – **function** is the only parameter and is an instance of a **BiFunction** Functional Interface, and,   
     – the method applies the logic provided via **function** to all the values in the map and transforms them inside the map itself.

**What is a BiFunction**

**java.util.function.BiFunction** is a functional interface, and is a two-arity specialization of [Function](https://www.javabrahman.com/java-8/java-8-java-util-function-function-tutorial-with-examples/). I.e. it accepts two inputs as arguments and returns a result after performing a computation with the input.

Let us now see the **Map.forEach()** and **Map.replaceAll()** methods in action –

**Java 8 code showing Map.forEach() and Map.replaceAll() methods**

|  |
| --- |
| System.out.println("Using Map.forEach to print the Employee in employeeDOJMap multi-value map\n");  employeeDOJMap.forEach((year,empList)->System.out.println(year+"-->" +empList));    System.out.println("\nCAPITALIZED Employee Names using Map.replaceAll()");  employeeDOJMap.replaceAll((year, empList) -> {  empList.replaceAll(emp -> {      emp.setName(emp.getName().toUpperCase());      return emp;    });    return empList;  });  employeeDOJMap.forEach((year, empList)-> System.out.println(year+"-->"+empList)); |

**OUTPUT of the above code**

Using Map.forEach to print the Employee in employeeDOJMap multi-value map –

2016–>[Employee Name: Ethan Hardy  Age: 65  Salary: 8000.0, Employee Name: Nancy Smith  Age: 22  Salary: 12000.0]

2014–>[Employee Name: Deborah Sprightly  Age: 29  Salary: 9000.0]

2015–>[Employee Name: Tom Jones  Age: 45  Salary: 7000.0, Employee Name: Harry Major  Age:25  Salary: 10000.0]

CAPITALIZED Employee Names using Map.replaceAll()

2016–>[Employee Name: ETHAN HARDY  Age: 65  Salary: 8000.0, Employee Name: Nancy Smith  Age: 22  Salary: 12000.0]

2014–>[Employee Name: DEBORAH SPRIGHTLY  Age: 29  Salary: 9000.0]

2015–>[Employee Name: TOM JONES  Age: 45  Salary: 7000.0, Employee Name: Harry Major  Age:25  Salary: 10000.0]

**Explanation of the code**

* **Map.forEach()** method is passed the [lambda expression](https://www.javabrahman.com/java-8/lambda-expressions-java-8-explained-examples/) equivalent to a **BiConsumer** implementation which prints the keys(years) and the corresponding values(employee lists) stored in the **employeeDOJMap**.
* **Map.replaceAll()** method uses a lambda equivalent of a **BiFunction** implementation. This lambda uses a **List.replaceAll()** method to replace all the employee names stored inside each of the **List<Employee>**, with their capitalized versions.

**Java 8’s Map.computeIfAbsent() method**  
As we learnt earlier, a multi-value map stores a collection of values for each key. Lets say we are adding a [key,value] entry to a multi-value map and the key we are adding is not present in the map. This would require for us to check for this probability before insertion and if the key is not present then we will have to instantiate a fresh collection instance as the value for this new key. Only then can we store the value against the key. Also, this check will need to be performed on every insert that we do.

**Map.computeIfAbsent()** takes away exactly this overhead of writing the multiple line code for such a check by squeezing it into a simple one line code. **Map.computeIfAbsent()** method is defined as –

**default V computeIfAbsent(K key,Function<? super K,? extends V>mappingFunction)**

Where,  
     – **key** is the first parameter which is the key of the multi-value map.   
     – **function** is an instance of **java.util.function.Function**. It computes and returns the value which is to be used when the key is new i.e. does not have a collection instantiated in the case of a multi-value map.

Have a look at the code sample below to understand the difference in code when using Java 7 versus Java 8’s **computeIfAbsent()** method. The red code is Java 7 way of checking and instantiating before all insertions. The green code is Java 8 way of doing the same thing using **Map.computeIfAbsent()** method.

**Java 8 code to show usage of Map.computeIfAbsent() method**

|  |
| --- |
| System.out.println("\nJava 7 way of adding a new key(2017) in a multi-value map\n"); |

**List empList2017 = employeeDOJMap.get(2017);**

**if (empList2017 == null) {**

**empList2017 = new ArrayList<>();**

**}**

**empList2017.add(new Employee("Tom Newman", 45, 12000.00));**

**employeeDOJMap.put(2017, empList2017);**

|  |
| --- |
| employeeDOJMap.forEach((year,empList)-> System.out.println(year+"-->"+empList));  System.out.println("\nUsing Map.computeIfAbsent() to add a new key(2018) in a multi-value map\n"); |

**employeeDOJMap.computeIfAbsent(2018,empList -> new ArrayList<>())**

**.add(new Employee("Dick Newman", 35, 10000.00));**

|  |
| --- |
| employeeDOJMap.forEach((year,empList)-> System.out.println(year+"-->"+empList)); |

**OUTPUT of the above code**

Java 7 way of adding a new key(2017) in a multi-value map

2016–>[Employee Name: Ethan Hardy  Age: 65  Salary: 8000.0, Employee Name: Nancy Smith  Age: 22  Salary: 12000.0]

2017–>[Employee Name: Tom Newman  Age: 45  Salary: 12000.0]

2014–>[Employee Name: Deborah Sprightly  Age: 29  Salary: 9000.0]

2015–>[Employee Name: Tom Jones  Age: 45  Salary: 7000.0, Employee Name: Harry Major  Age:25  Salary: 10000.0]

Using Map.computeIfAbsent() to add a new key(2018) in a multi-value map

2016–>[Employee Name: Ethan Hardy  Age: 65  Salary: 8000.0, Employee Name: Nancy Smith  Age: 22  Salary: 12000.0]

2017–>[Employee Name: Tom Newman  Age: 45  Salary: 12000.0]

2018–>[Employee Name: Dick Newman  Age: 35  Salary: 10000.0]

2014–>[Employee Name: Deborah Sprightly  Age: 29  Salary: 9000.0]

2015–>[Employee Name: Tom Jones  Age: 45  Salary: 7000.0, Employee Name: Harry Major  Age:25  Salary: 10000.0]

**Explanation of the code**

* The red code shows the Java 7 way of adding an employee named **Tom Newman** for the key **2017**. **It is a 5-6 line code.**
* The green code shows Java 8’s **computeIfAbsent()** method usage. A lambda expression implementing the **BiFunction** logic is passed to the method which instantiates and an **ArrayList** instance if it is empty(i.e. absent). To this **ArrayList** instance is added the new employee named **Dick Newman**. **It is a one line code.**
* The output shows the **employeeDOJMap** printed using **map.forEach()** method after each of the two additions. This is shown to see that **there is no difference in the way the new entries(key-value pairs) in the multi-value map are stored when using the Java 7 way and the Java 8 computeIfAbsent() method.**

**Java 8’s new Map.computeIfPresent() method**  
When working with multi-value maps, there are scenarios when while deleting a [key,value] pair, we might be removing the last/only value in the collection stored as the value for that key. In such cases, after removing the value from the collection, we would want to release the memory occupied by that the empty collection by removing that key from the multi-value map itself. This would require us to check after ‘every’ removal whether the value being removed is the last value for that key, and if so, remove the key from the multi-value map.

**Map.computeIfPresent()** takes away exactly this overhead of checking after every removal by reducing it to a simple one-line code. **Map.computeIfPresent()** method is defined as –

**default V computeIfPresent(K key,BiFunction<? super K,? super V,? extends V>remappingFunction)**

Where,  
     – **key** is the first parameter which is the key of the multi-value map.   
     – **remappingFunction** is an instance of a **BiFunction**. It computes and returns a value. In case of multi-value maps, the outcome of the key’s collection is decided based the value returned by this function. I.e. whether to keep the collection(if the collection is returned) or delete the collection(if a null value is returned).

To understand the usage of **computeIfPresent()** method better, let us have a look at the code sample below to understand the difference in code when using Java 7 versus Java 8’s **computeIfPresent()** method. As we did for the previous method, we will use color coding to differentiate between the Java 7 and Java 8 code. The red code is Java 7 way of checking and removing a key after every removal from the map. The green code is Java 8 way of doing the same thing using **Map.computeIfPresent()** method.

**Java 8 code to show usage of Map.computeIfPresent() method**

|  |
| --- |
| System.out.println("\nJava 7 way of removing a key(2017) in a multi-value map for which no entry exists\n"); |

**List empListDel = employeeDOJMap.get(2017);**

**empListDel.removeIf(employee -> employee.getName().equals("Tom Newman"));**

**if (empListDel.size() == 0) {**

**employeeDOJMap.remove(2017);**

**}**

|  |
| --- |
| employeeDOJMap.forEach((year, empList)-> System.out.println(year+"-->"+empList));  System.out.println("\nUsing Map.computeIfPresent() to remove a key(2018) for which no entry exists\n"); |

**employeeDOJMap.computeIfPresent(2018, (year, empList) -> empList.removeIf(employee -> employee.getName().equals("Dick Newman")) && empList.size() == 0 ? null : empList);**

|  |
| --- |
| employeeDOJMap.forEach((year, empList)-> System.out.println(year+"-->"+empList)); |

**OUTPUT of the above code**

Java 7 way of removing a key(2017) in a multi-value map for which no entry exists

2016–>[Employee Name: Ethan Hardy  Age: 65  Salary: 8000.0, Employee Name: Nancy Smith  Age: 22  Salary: 12000.0]

2018–>[Employee Name: Dick Newman  Age: 35  Salary: 10000.0]

2014–>[Employee Name: Deborah Sprightly  Age: 29  Salary: 9000.0]

2015–>[Employee Name: Tom Jones  Age: 45  Salary: 7000.0, Employee Name: Harry Major  Age:25  Salary: 10000.0]

Using Map.computeIfPresent() to remove a key(2018) for which no entry exists

2016–>[Employee Name: Ethan Hardy  Age: 65  Salary: 8000.0, Employee Name: Nancy Smith  Age: 22  Salary: 12000.0]

2014–>[Employee Name: Deborah Sprightly  Age: 29  Salary: 9000.0]

2015–>[Employee Name: Tom Jones  Age: 45  Salary: 7000.0, Employee Name: Harry Major  Age:25  Salary: 10000.0]

**Explanation of the code**

* The red code shows the Java 7 way of removing the newly added employee for **2017** named **Tim Newman**. **List.removeIf()** method is used for finding out the employee and removing him. **It is a 4-5 line code.**
* The green code shows Java 8 way of removing the only employee stored in the **List** for year **2018** – **Dick Newman**. It uses the **computeIfPresent()** method, to which a lambda expression equivalent to the BiFunction implementation is passed. This lambda checks if the list is empty after removing the aforesaid employee. If the list is empty the lambda returns a **null** else it returned the **empList** object itself. The **computeIfPresent()** method deletes the entry for the key 2018 if null is returned. **This is a one line code, *abeit a long line of code*.**
* The output shows the **employeeDOJMap** printed using **map.forEach()** method after each of the two additions. This is shown to see that **there is no difference in the way entries(key-value pairs) are removed from the multi-value map when using the Java 7 way as compared to the Java 8 computeIfAbsent()way.**

**Map.getOrDefault() method**  
**Map.getOrDefault()** method has been designed for scenarios where the value returned for a given key might be null i.e. the given key is not present in the map. In case of multi-value maps, it gives the programmer a utility to avoid **NullPointerException** at runtime by instantiating a new collection instance and returning it in case the key is not present and a null-value would otherwise have been returned.

**Map.getOrDefault()** is defined as follows –

**default V getOrDefault(Object key, V defaultValue)**

Where,  
     – **key** is the first parameter which is the key of the multi-value map.   
     – **defaultValue** is the value which will be used as default in case the key is not present and a null is returned.

To understand the working of the **Map.getOrDefault()** method better letter look at the code snippet showing its usage-

**Java 8 code to show usage of Map.getOrDefault() method**

|  |
| --- |
| System.out.println("\nAvoiding a null return when fetching a non-existent key's entry using Map.getOrDefault() method\n");  List<Employee> empList2019 = employeeDOJMap.getOrDefault(2019, new ArrayList<>());  System.out.println("Size of empList 2019 = " + empList2019.size()); |

**OUTPUT of the above code**

Avoiding a null return when fetching a non-existent key’s entry using Map.getOrDefault() method

Size of empList 2019 = 0

**Explanation of the code**

* **getOrDefault()** method is used to fetch the value for the key **2019**. The default value is set as a new empty **ArrayList()**.
* Since the key **2019** does not exist, the empty **ArrayList** is returned instead. The size of this **ArrayList** is then printed. As expected the value of size is printed as **0**.

**Conclusion**  
In this tutorial we started by understanding the concept of multi-value maps. We then defined the multi-value map we used throughout the tutorial as we understood the definition and usage of the new methods added in **Map** interface in Java 8. The new **Map** methods we covered in detail are – **forEach()**, **replaceAll()**, **computeIfAbsent()**, **computeIfPresent()** and **getOrDefault()** method. With this we conclude the 4-part series covering the Java 8 Collection enhancements.

**The Complete Java 8 Comparator Tutorial with examples**

[September 2, 2016](https://www.javabrahman.com/java-8/the-complete-java-8-comparator-tutorial-with-examples/)

**Do You Know – Comparator in Java 7 had just 2 methods – compare() and equals(). The enhanced Comparator in Java 8 now boasts of 19 methods. Yes, 17 more methods! What’s more Comparator now is an official Functional Interface as well!**

**Comparator has undergone a major overhaul in Java 8** while still retaining its essence which is to compare and sort objects in Collections. Comparator now supports **declarations via**[lambda expressions](https://www.javabrahman.com/java-8/lambda-expressions-java-8-explained-examples/)**as it is a Functional Interface**. Comparator has a **new method comparing()** which uses an instance of**java.util.function.Function** functional interface, specified using lambda expression or its equivalent method reference, for **Comparator** instance creation. In addition, **multiple sort criteria can now be clubbed using comparing() with a thenComparing()** method. The range of new capabilities is rounded off with methods for using **natural comparison order, in-built Null handling and sort order reversal**.

In this tutorial, we will first take a quick look at how Comparators were used before Java 8. We will then take an in-depth look at the new Comparator aspects mentioned above to see how **java.util.Comparator** has evolved into an enhanced comparison and ordering utility in Java 8.

**How Comparator was used prior to Java 8**  
Until Java 7, **Comparator** interface could only be used in one single way. Given a collection of objects of type **<T>** to sort, one would create an implementation of **Comparator<T>** interface, override the **compare()**method of the interface with the desired comparison logic and use **Collections.sort()** or similar such methods in Collections API to sort the collection of objects.

Let us now see an example of how Comparators were used prior to Java 8. Let us first create a Class **Employee**which will be the type of object we will be sorting across all our examples for Java 7 and Java 8 Comparators-

**Employee.java**

|  |
| --- |
| //Employee.java  package com.javabrahman.java8;  public class Employee{    private String name;    private Integer age;    public Employee(String name, Integer age){      this.name=name;      this.age=age;    }    //--getters/setters for name and age go here    public String toString(){      return "Employee Name:"+this.name        +"  Age:"+this.age;    }    @Override    public boolean equals(Object obj) {       if (obj == this) {         return true;       }       if (!(obj instanceof Employee)) {         return false;       }       Employee empObj = (Employee) obj;         return this.age==empObj.age           && this.name.equalsIgnoreCase(empObj.name);    }    @Override    public int hashCode() {      int hash = 1;      hash = hash \* 17 + this.name.hashCode();      hash = hash \* 31 + this.age;      return hash;    }  } |

Next we will see how Comparator was used to sort collections prior to Java 8 –

**How Comparator was used prior to Java 8**

|  |
| --- |
| package com.javabrahman.java8.comparator;  import java.util.Comparator;  import com.javabrahman.java8.Employee;  public class EmployeeComparator implements Comparator<Employee> {    @Override    public int compare(Employee emp1, Employee emp2) {      return (emp1.getName().compareTo(emp2.getName()));    }  }  //ComparatorOldWay.java  package com.javabrahman.java8.comparator;  import java.util.Arrays;  import java.util.Collections;  import java.util.List;  import com.javabrahman.java8.Employee;  public class ComparatorOldWay {    static List<Employee> employeeList =        Arrays.asList(new Employee("Tom Jones", 45),          new Employee("Harry Major", 35),          new Employee("Harry Major", 25),          new Employee("Ethan Hardy", 65),          new Employee("Nancy Smith", 15),          new Employee("Deborah Sprightly", 29));      public static void main(String args[]) {      Collections.sort(employeeList, new EmployeeComparator());      employeeList.forEach(System.out::println);    }  } |

**OUTPUT of the above code**

Employee Name:Deborah Sprightly Age:29  
Employee Name:Ethan Hardy Age:65  
Employee Name:Harry Major Age:35  
Employee Name:Harry Major Age:25  
Employee Name:Nancy Smith Age:15  
Employee Name:Tom Jones Age:45

**Quick Explanation of the above code-**

* **EmployeeComparator** class implements **Comparator** inteface and overrides the **compare()** method to compare **Employee** objects passed to it based on the *natural* ordering of their names of **String** type.
* **ComparatorOldWay** class sorts a static list of **Employee** objects using an instance of **EmployeeComparator** and the **Collections.sort()** method.
* Output shows that the **employeeList** gets sorted alphabetically based on the names of the employees.

**Java 8’s Comparator is a Functional Interface**  
Owing to the fact that the Comparator interface has just one abstract method, **compare()**, it automatically qualifies to be a [Functional Interface](https://www.javabrahman.com/java-8/functional-interfaces-java-8/) in Java 8. Nevertheless, Java 8 designers have gone ahead and annotated the **Comparator** class interface **@FunctionalInterface** to enforce its role as a Functional Interface. Being a functional interface, Comparator can now be used as an assignment target for a lambda expression or a method reference.

**Java 8’s Comparator as an assignment target for LambdaExpressions**  
Given the fact that its a functional interface, an instance of a Comparator can now be created in Java 8 with a lambda expression specifying its comparison logic. Take a look at the code snippet below –

**Defining a Comparator using lambda expression**

|  |
| --- |
| package com.javabrahman.java8.comparator;  import java.util.Arrays;  import java.util.Collections;  import java.util.Comparator;  import java.util.List;  import com.javabrahman.java8.Employee;  public class ComparatorsInJava8 {    static List<Employee> employeeList =        Arrays.asList(new Employee("Tom Jones", 45),          new Employee("Harry Major", 35),          new Employee("Harry Major", 25),          new Employee("Ethan Hardy", 65),          new Employee("Nancy Smith", 15),          new Employee("Deborah Sprightly", 29));    public static void main(String[] args) {      Comparator<Employee> empNameComparator = (Employee emp1, Employee emp2) -> {        return (emp1.getName().compareTo(emp2.getName()));      };      Collections.sort(employeeList, empNameComparator);      employeeList.forEach(System.out::println);    }  } |

**OUTPUT of the above code**

Employee Name:Deborah Sprightly Age:29  
Employee Name:Ethan Hardy Age:65  
Employee Name:Harry Major Age:35  
Employee Name:Harry Major Age:25  
Employee Name:Nancy Smith Age:15  
Employee Name:Tom Jones Age:45

**Quick Explanation of the above code-**

* **ComparatorsInJava8** class uses the same list of **Employee** objects as that used for the previous example for Java 7 style of **Comparator**.
* An instance of the **Comparator**, **empNameComparator**, is created using a lambda expression.
* The lambda expression takes 2 **Employee** instances,**emp1** and **emp2**, as input and outputs the comparison of their names using the natural comparison order of Strings.
* Using **empNameComparator** for sorting results in a correctly sorted **Employee** list by name.

**Java 8 Comparator’s comparing() method’s working**  
The **comparing()** method is a new static method introduced in Comparators in Java 8. It has the signature –

**static <T,U extends Comparable<? super U>> Comparator<T> comparing(Function<? super T,? extends U> keyExtractor)**

**comparing()** method works by taking a **Function<T,R>** functional interface instance as an input, where **T** is the type of input object and **R** is the sort key which is returned (or extracted) from the input object when **Function<T,R>** processes it.

Let’s see a code snippet to understand the use of **comparing()** method. I have removed the code which was same as previous example below for brevity –

**Comparator creation using static method comparing()**

|  |
| --- |
| public static void main(String[] args) {   Comparator<Employee> comparatorObj=Comparator.comparing(Employee emp -> emp.getName());   Collections.sort(employeeList, comparatorObj);   employeeList.forEach(System.out::println);  } |

**OUTPUT of the above code**

Employee Name:Deborah Sprightly Age:29  
Employee Name:Ethan Hardy Age:65  
Employee Name:Harry Major Age:35  
Employee Name:Harry Major Age:25  
Employee Name:Nancy Smith Age:15  
Employee Name:Tom Jones Age:45

**Quick Explanation of the above code-**

* An instance of the **Comparator**, **comparatorObj**, is created using the **static** method **Comparator.comparing()**.
* The **comparing()** is passed a lambda expression, which corresponds to a **Function<T,R>** instance accepting an **Employee** object as input and returns an employee name – *the sort key*.
* Using **comparatorObj** for sorting results in a correctly sorted **Employee** list by name.
* **NOTE** – Instead of the lambda expression, you can also use an equivalent method reference as well. The **comparing() method with a method reference** will then be written like this –

**Comparator empNameComparator = Comparator.comparing(Employee::getName);**

**Java 8 Comparator’s thenComparing() method for multiple sort criteria**  
Many-a-times we need to sort with multiple sort orders. I.e. on more than one attributes of an object. The second level sort order gets used if the first level sort criteria is indecisive. In the list of Employees we are using as an example, there are two employees with the name Harry Major. Let us take a second sort order of age and say that in such cases we will put the employee with the younger age first.

For exactly these kinds of multiple sort ordering, Java 8 Comparator provides a default method **thenComparing()** which has the signature –

**default Comparator<T> thenComparing(Comparator<? super T> other)**

The **thenComparing()** method then does the second level sort, if the first level sort is indecisive. Let us extend the above code example to add a second-level sort criteria by age.

**Comparator's thenComparing() method for multiple sort criteria**

|  |
| --- |
| public static void main(String[] args) {    Comparator<Employee> empNameComparator = Comparator.comparing(Employee::getName).thenComparing(Employee::getAge);    Collections.sort(employeeList, empNameComparator);    employeeList.forEach(System.out::println);  } |

**OUTPUT of the above code**

Employee Name:Deborah Sprightly Age:29  
Employee Name:Ethan Hardy Age:65  
Employee Name:Harry Major Age:25  
Employee Name:Harry Major Age:35  
Employee Name:Nancy Smith Age:15  
Employee Name:Tom Jones Age:45

**Quick Explanation of the above code-**

* First **comparing()** method is invoked with method reference for **Employee**'s **getName()** method. This returns a **Comparator** instance with the first level sort based on **Employee** name as we saw in previous section.
* We append **.thenComparing(Employee::getAge)** to the **Comparator** instance returned using **comparing()** method, which adds a second level sort based on **Employee**'s **getAge()** method.
* The output is as expected with the employee named ‘Harry Major’ with the lesser age placed earlier in the sorted **employeeList** than his elder namesake employee.

**Java 8 Comparator’s natural order comparison methods**  
Java 8 Comparator supports natural order comparison of elements in a Collection. I.e. instead of defining our own comparison logic, we can instead use the inherent natural order defined for that type of element via its implementation of **Comparable** interface. Comparator provides two static methods **naturalOrder()** and **reverseOrder()** to allow natural order comparison and reverse natural order comparison respectively. These have the syntax –

**static <T extends Comparable<? super T>> Comparator<T> naturalOrder()**  
**AND**  
**static <T extends Comparable<? super T>> Comparator<T> reverseOrder()**

Let us take the case of String type which has natural comparison order defined as alphabetical. To use our existing example for sorting using Employee objects, we will extract out all the names of Employees by utilizing the **stream()** method to convert the Employee list into a Stream of Employee objects. We will then map these Employee objects using a Function into their names and collect these names into a list of Strings holding these names.  
(In case you are not aware of mapping of elements in a Stream using map() method you can read the [tutorial on Stream.map() method](https://www.javabrahman.com/java-8/java-8-mapping-with-streams-map-flatmap-methods-tutorial-with-examples/), and [tutorial on Function interface](https://www.javabrahman.com/java-8/java-8-java-util-function-function-tutorial-with-examples/).)

**Java 8 Comparator natural order sorting**

|  |
| --- |
| public static void main(String[] args) {    List<String> empNames = employeeList.stream().map(Employee::getName).collect(Collectors.toList());    empNames.sort(Comparator.naturalOrder());    empNames.forEach(System.out::println); |

**OUTPUT of the above code**

Deborah Sprightly  
Ethan Hardy  
Harry Major  
Harry Major  
Nancy Smith  
Tom Jones

**Quick Explanation of the above code-**

* Employee names are extracted into an **empNames List** as explained before the code snippet.
* empNames List is then sorted using the **Comparator.naturalOrder()** method which returns a **Comparator** instance of **String**’s natural comparison order based on the **empName**’s generic type of **String**.
* Employee names are sorted in natural comparison order, i.e. alphabetical order, and printed.
* Instead of invoking the **Comparator.naturalOrder()** method to the **empNames.sort()** method, you can invoke the **Comparator.reverseOrder()** method in order to sort the **empNames List** in reverse of natural comparison order or reverse alphabetical order.

**Java 8 Comparator’s null handling using nullsFirst()and nullsLast() methods**  
There are instances where the sort key value is nullable. We have to then decide whether we want to place objects with sort key as null earlier in the ordering than the objects with non-null sort key or at the end of the list after the objects with non-null sort key. Java 8 Comparators provide **nullsFirst()** and **nullsLast()**static methods for exactly such sort order handling of null valued sort keys. These methods have the signature –

**static <T> Comparator<T> nullsFirst(Comparator<? super T> comparator)**  
**AND**  
**static <T> Comparator<T> nullsLast(Comparator<? super T> comparator)**

To understand the functioning of these methods, let us make the two of the employee names as null. The below two sections of code and respective output shows how the use of **nullsFirst()** and **nullsLast()** handles sorting when some objects have sort-key as null.

**Java 8 Comparator with sort key null and using nullsFirst()**

|  |
| --- |
| public class ComparatorsInJava8 {    static List<Employee> employeeList = Arrays.asList(        new Employee(null, 45),        new Employee("Harry Major", 35),        new Employee("Harry Major", 25),        new Employee(null, 65),        new Employee("Nancy Smith", 15),        new Employee("Deborah Sprightly", 29));    public static void main(String[] args) {      Comparator<Employee> empNameComparator = Comparator.comparing(Employee::getName, Comparator.nullsFirst(String::compareTo));      Collections.sort(employeeList, empNameComparator);      employeeList.forEach(System.out::println);     }  } |

**OUTPUT of the above code**

Employee Name:null Age:45  
Employee Name:null Age:65  
Employee Name:Deborah Sprightly Age:29  
Employee Name:Harry Major Age:35  
Employee Name:Harry Major Age:25  
Employee Name:Nancy Smith Age:15

Keeping the employee list same and invoking the **Comparator** using **nullLast()** –

**Java 8 Comparator with sort key null and using nullsLast()**

|  |
| --- |
| public static void main(String[] args) {      Comparator<Employee> empNameComparator = Comparator.comparing(Employee::getName, Comparator.nullsLast(String::compareTo));      Collections.sort(employeeList, empNameComparator);      employeeList.forEach(System.out::println);     }  } |

**OUTPUT of the above code**

Employee Name:Deborah Sprightly Age:29  
Employee Name:Harry Major Age:35  
Employee Name:Harry Major Age:25  
Employee Name:Nancy Smith Age:15  
Employee Name:null Age:45  
Employee Name:null Age:65

**Quick Explanation of the above code-**

* Using **nullsFirst()**, the comparator places the two **Employee** objects with the sort key null (employee name null) *before* the other Employee objects in the list.
* Likewise, **nullsLast()**, the comparator places these two **Employee** objects *after* the other Employee objects in the list.

**Java 8 Comparator’s sort order reversal method – reversed()**  
In case you simply want to sort in the order opposite to a defined comparator’s sorting order then you need not write the reverse comparison logic again. Instead simply use the **Comparator.reversed()** default method.

The **reversed()** method has the signature –

**default Comparator<T> reversed()**

**Java 8 Comparator order reversal using reversed() method**

|  |
| --- |
| public static void main(String[] args) {    Comparator<Employee> empNameComparator = Comparator.comparing(Employee::getName).reversed();    Collections.sort(employeeList, empNameComparator);    employeeList.forEach(System.out::println);  } |

**OUTPUT of the above code**

Employee Name:Tom Jones Age:45  
Employee Name:Nancy Smith Age:15  
Employee Name:Harry Major Age:35  
Employee Name:Harry Major Age:25  
Employee Name:Ethan Hardy Age:65  
Employee Name:Deborah Sprightly Age:29

**Quick Explanation of the above code-**

* Comparator’s default method **reversed()** is applied to the **empNameComparator** which has been initially defined to sort in alphabetical order of **Employee** names.
* Due to **reversed()** being applied to it, the **Employee** objects are printed in reverse alphabetical order of their names.

**Summary**– In this tutorial on Java 8 Comparators we first had a look at how Comparators were used till Java 7. Next we learnt that **Comparator** is now a functional interface and how it can be defined using a lambda expression. We then had a look at the **comparing()** method which allows us to define a Comparator using a Function instance which returns the sort key. Next we looked at **thenComparing()** method which allows us to sort using multiple sort orders. This was followed by understanding the natural order comparison related methods of Comparator – **naturalOrder()** and **reverseOrder()**. Next we looked at the null-valued sort key handling methods – **nullsFirst()** and **nullsLast()**. Lastly, we understood the **reversed()** method which allows us to sort in the reverse order of a defined **Comparator**.